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Letter from the Editor-in-Chief

Across industries – healthcare, law, finance, government, and beyond – vast troves of critical information
remain locked inside unstructured documents. Hospitals, insurers, and public-health agencies, for
example, are awash in paperwork yet struggle to answer even the simplest questions: How many hip
replacements did we reimburse last year? Which clinics drove the sharp rise in imaging cost? These
queries sound like ordinary SQL, but the source material is a welter of discharge notes, scanned claim
forms, physician dictations, and radiology narratives that know no tables, keys, or datatypes.

For a time, Retrieval-Augmented Generation or RAG seemed like a salvation: extract a handful of
relevant pages, feed them to a large language model, and let it produce answers. This method excels
at generating summaries, but it falters when accuracy, completeness, and traceability are critical. In
analytical contexts, we need to aggregate information with precision. Aggregation cannot tolerate
overlooked notes, duplicated charges, or fabricated procedure codes. To move beyond these limitations,
we must look deeper than surface-level retrieval and summarization. Within every clinical document lies
an implicit structure: a latent schema that organizes the apparent chaos of narrative text. Diagnoses,
drugs, quantities, prices, insurance plan codes, and many other details are embedded in free-form
language, each following recurring patterns. The challenge is to automatically surface this hidden schema,
promote each relevant fragment to a well-typed attribute, and keep the catalogue up to date as templates
evolve, organizations merge, or reimbursement rules shift.

Once these attributes are identified, they must be connected to broader systems. For example,
provider identifiers need to be cross-referenced with national registries to determine specialty and
location. Drug names must be matched against external drug databases to obtain standardized codes
and strengths. Procedure terms require mapping to official vocabularies to ensure that records from
different sources can be meaningfully joined. Only by linking the discovered schema to external reference
databases can we create a coherent, queryable view that spans institutions, payers, and time. Even
with today’s best language models, the journey from narrative text to structured, meaningful data is
fraught with challenges. It is not simply about extracting numbers; it is about uncovering the underlying
structure and semantics within unstructured language, transforming free-form narratives into well-typed
fields and relationships. Only then can we aggregate, analyze, and ultimately derive actionable insights
from the data. The sheer volume of information is a major hurdle, as billions of tokens must be processed
to ensure that answers are both complete and reliable. The inferred schema is constantly shifting as
forms evolve, new abbreviations appear, and vocabularies are updated. Record linkage remains fragile,
with even minor variations in provider names disrupting connections. Economic constraints add further
complexity, making it impractical to process every document with the largest models on a nightly basis.
To address these issues, we need intelligent filtering, cascaded models, and planning systems that reserve
costly inference for the most ambiguous or critical fragments, ensuring that the path from narrative to
structure, through aggregation and analysis, leads to trustworthy insights.

The papers in this issue converge on those very gaps. One team describes a full software stack in
which conversational agents design pipelines, cost-based optimisers decide which model cascade to run,
and a serving layer keeps GPU memory from thrashing. Another argues that data discovery is as much
social as technical—human analysts must express what they seek before any system can find it, and
that expression itself hints at the latent schema waiting in the text. We meet databases that embed
small language models in their storage engines, skimming over irrelevant paragraphs to slash I/O; a
model-context protocol that lets billing notes, clinical narratives, and national registries live behind their
own specialised servers, coordinated at query time; join-aware indices that pre-compute cross-database
linkages so the model never attempts a billion-row match at runtime; and log-augmented inference that
remembers last week’s successful entity mappings instead of rediscovering them tomorrow. Individually
these contributions advance extraction, schema induction, external linkage, storage, optimisation, and
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serving; together they sketch a railway from raw narrative to verifiable totals.
Yet challenges remain. We still lack benchmarks that score faithful counting as rigorously as they

score fluent summaries, and open-source ontologies that expose every revision of every code set. Privacy-
preserving hosts are needed so models can train on protected health information without exfiltrating it.
Above all, schema discovery and external linkage must be treated as first-class steps in the analytics
stack. If we mis-type a field or mis-join a record, no brilliance in downstream analytics will salvage
the insight. Should we succeed, the next time a policymaker asks, “What did we spend on lung-cancer
imaging last quarter?” the answer will arrive in seconds, backed by measurable recall, transparent lineage,
and a reproducible chain from prose to number. I invite you to read the pages that follow, challenge the
ideas, and help turn narrative chaos into structured, dependable insight.

Haixun Wang
EvenUp
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Letter from the Special Issue Editor

The ever-growing abundance of data in diverse formats–tables, text, images, audio, video–has led to
the rise of multimodal data lakes, which promise unified storage and querying capabilities across
heterogeneous modalities. With the advent of large language models (LLMs), new opportunities and
challenges emerge in managing, understanding, and extracting value from such multimodal ecosystems.

This special issue brings together a collection of papers that address these challenges from multiple
angles: foundational architectures, LLM-powered querying, optimized storage, agent-based orchestration,
and socio-technical integration.

We begin with the article by Castro Fernandez from University of Chicago, which frames data
discovery as a socio-technical process. He presents a reference architecture that separates data
identification and retrieval and argues for a broader agenda called data ecology to bridge organizational
knowledge and automated systems. Next, Binnig et al. from the Technical University of Darmstadt
introduce LLM-augmented databases , extending the relational model with natural language interfaces,
multimodal query plans, and RAG-style execution pipelines. Their systems, CAESURA and ELEET ,
showcase how traditional DBMS optimizations can coexist with AI-native capabilities. Complementing
system-level design, Sirin et al. from Harvard University propose the Image Calculator , a novel
storage system that automatically tailors image storage formats to inference and training workloads. By
breaking images into frequency components, they achieve substantial improvements in performance and
space efficiency for image AI tasks. The MIT Data Systems and AI Lab’s contribution articulates a vision
for AI-enabled data-to-insights systems, covering interactive pipeline orchestration, model routing,
metadata-aware retrieval, and explainability. Their Sunroom prototype and KRAMABENCH
benchmark push the boundaries of collaborative human-AI systems for data analysis. The system Taiji ,
presented by Zhang et al. from Renmin University, adopts a Model Context Protocol (MCP) to
orchestrate multimodal queries across specialized servers. This architecture supports query decomposition,
feedback-driven refinement, and machine unlearning to keep both data and LLMs fresh and trustworthy.
Finally, Sun et al. from Tsinghua University propose the concept of the Data Agent , a holistic
multi-agent architecture for orchestrating Data+AI pipelines. Their system, iDataScience , dynamically
selects agents using data skill embeddings and benchmark profiling, enabling robust and extensible
analytics over complex tasks.

Together, these papers represent the state of the art in building scalable, intelligent, and trustworthy
systems for multimodal data lakes. We hope this special issue will inspire further research in creating
AI-native infrastructures for data-centric discovery.

Nan Tang, Yuyu Luo
The Hong Kong University of Science and Technology (Guangzhou)
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Data Discovery is a Socio-Technical Problem:
the Path from Document Identification and Retrieval

to Data Ecology

Raul Castro Fernandez
Department of Computer Science, The University of Chicago

raulcf@uchicago.edu

Abstract

Data discovery is the task of identifying and retrieving documents that satisfy an information
need—a need that may support decision-making, scientific inquiry, or operational insight. While
the problem has existed since data began to be recorded, its complexity has grown with the scale
and diversity of data, particularly tabular data in databases, spreadsheets, and cloud stores. Unlike
well-defined tasks in data management, data discovery is ambiguous and socio-technical in nature,
requiring both algorithmic and human-centered solutions. In this perspective, we conceptualize
data discovery as distinct from but related to data search, introduce a reference architecture
that separates identification from retrieval, and situate recent developments—including LLMs and
retrieval-augmented generation—within this framework. We argue that solving data discovery
demands embracing its socio-technical character and outline an emerging research direction, data
ecology, that addresses this broader challenge.

1 Introduction

Data discovery is the process of identifying and retrieving documents that satisfy a specific information
need. An information need refers to any data that supports a task—for example, a paragraph that
answers a question, a row in a spreadsheet that informs a decision, or a feature that improves a predictor’s
performance beyond a given threshold. The task of identifying involves articulating the information
need in a way that makes it possible to find relevant data. The task of retrieval involves gathering
documents that fulfill this need. Defined broadly, the data discovery problem has existed since humans
first began representing knowledge in the form of documents. Library science—concerned with how to
organize and retrieve documents based on information needs—emerged after the printing press made
books widely available. Later, database and information systems developed rapidly as organizations
accumulated large document collections in the postwar era. Information retrieval and web search arose
in response to the explosion of online (web) documents. Today, prompt engineering serves as a heuristic
for retrieving relevant outputs from large language models (LLMs), given an information need expressed
as a prompt. In this way, data discovery has evolved in step with both the scale of the problem and the
technologies available to address it.

Data discovery is a critical problem in the context of tabular data. A significant portion of high-value
data1 is stored in tabular formats across databases, spreadsheets, and cloud storage systems. Data
discovery for tabular data has been explored by the data management community and, more recently,

1We use high-value data informally to refer to documents that directly relate to an organization’s operations, including
those that contribute to value creation such as revenue, user engagement, and similar metrics.
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by the machine learning community. It is also closely connected to fields like information retrieval and
human-computer interaction (HCI), reflecting the diverse challenges involved in tackling this complex
problem. Data discovery over tabular data has numerous applications. It supports scientific advancement
by identifying documents that either validate a hypothesis or help formulate new ones (hypothesis-driven
discovery). It also assists organizations in data-intensive tasks such as decision-making, product and
service development, and more.

Some problems in data management resist precise definitions and are inherently ambiguous. This
class includes tasks such as data cleaning, data wrangling, and data integration; data discovery belongs to
this group too. When SQL is viewed as a language for retrieving documents that satisfy an information
need—as specified by a query—the results are typically unambiguous, thanks to the closed-world
assumption that enables clear and well-scoped data processing. However, once we acknowledge that
relevant documents may span multiple databases and repositories—as is often the case in practice—the
problem becomes more difficult to define and, consequently, more challenging to solve.

In this perspective article, we conceptualize the problem of data discovery, situating it in relation to
data search and related tasks, and explain how it contributes to unlocking value from data (Section 2).
We then present a landscape of solutions for data discovery over tabular data (Section 3), structured
around a reference architecture that highlights the distinction between identification and retrieval. This
architecture also serves as a framework to introduce key contributions from our group. Building on
this foundation, we examine the emerging role of large language models (LLMs) and the evolving
architectures for retrieval-augmented generation (RAG) and agentic systems in shaping the future of
data discovery (Section 4). This discussion sets the stage for one of the paper’s central claims: data
discovery is fundamentally a socio-technical challenge. As such, no purely technical solution—not even
those based on LLMs—can fully address it. Instead, we advocate for socio-technical approaches and
introduce an emerging line of research, data ecology, that explores this broader framing (Section 5). We
conclude with a discussion of the current state of the problem and outline what is needed to advance
future solutions.

2 Conceptualizing Data Discovery

In this section, we introduce a set of definitions to support the discussions that follow (Section 2.1) and
examine the role of data discovery in enabling value extraction from data (Section 2.2).

2.1 Basic Definitions

Data and Documents. We draw a clear distinction between data and documents [6]. Data refers to
an abstract representation of some aspect or condition of reality, while a document is a representation of
data. The same data may be represented in different documents. For instance, consider the concept of
“room temperature”: the data corresponds to the measured value itself, whereas a document might be a
handwritten note recording the temperature, a value in a CSV file, or a row in a database table.

Documents exist in many forms. This heterogeneity is a core challenge of data integration and by
extension data discovery.

Definition 2.1 (Information Need) The data necessary to address a task.

We refer to it as an information need rather than a data need because the ideal data is not always
directly accessible; instead, we often rely on data that indirectly reveals information about the target.
For example, if the goal is to predict whether a loan application should be approved, the ideal data
would be whether the customer will default. However, that data may not be directly available. Instead,
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we might have access to related data—such as credit history or financial status—that provides indirect
evidence about the likelihood of default. In such cases, an analyst may articulate their information need
as the set of attributes (data) that relate to a customer’s probability of default.

A key aspect of information needs is that they are articulated by an agent—human or bot—as part
of pursuing a task. For example, the scenario illustrated in Figure 1 depicts multiple agents within an
organization, each facing a data discovery problem. The information need expressed by the decision
maker (bubble 1) may be high-level—for instance, “we need to project sales for this new product for
next quarter.” This initial request triggers several subtasks, such as reporting on past sales, assembling
features for a predictive model, and ultimately compiling these derived data products into a report to
support decision-making. The key point is that, when expressed by humans, information needs are
typically formulated so that the next person in the workflow can interpret and act on them. Regardless
of how an information need is expressed, the central challenge of data discovery is to identify which
documents satisfy it.

Definition 2.2 (Data Discovery) The problem of identifying and retrieving documents that satisfy
an information need.

Figure 1: Simplified diagram of an organization
where multiple stakeholders with information needs
(indicated by the red numbered circles) interact with
data systems and among themselves to solve a data
task

In data discovery, the solution is a document.
In some cases, this document already exists, and
the task is simply to locate and retrieve it. This
is typical of web search, information retrieval, or
dataset search, where the goal is to identify exist-
ing webpages, documents, or tables. In other cases,
however, the document does not exist in a ready-
made form and must be constructed—through
integration or fusion—as part of the discovery pro-
cess. For example, multiple documents may need
to be combined and transformed to produce a
new document that satisfies the user’s information
need. Similarly, large language models (LLMs)
combined with search can synthesize a document
from information scattered across multiple sources,
as seen in systems like Google’s Deep Dive Search,
Perplexity.ai, and ChatGPT with retrieval.
Identify and Retrieve. Two key terms in the
definition of data discovery are identify and retrieve. Retrieving refers to the mechanistic process of
delivering a document to the user so they can proceed with their task. Identifying, by contrast, involves
determining which document satisfies an information need—that is, which document represents data that
matches the articulated need. Identifying and retrieving are related to the separation between cognitive-
viewpoint and document-based view of the “anomalous states of knowledge” theory of information
retrieval [3]. Successfully solving this process entails several challenges:
1. it requires a precise and unambiguous articulation of the information need, which in turn depends on

the user’s understanding of the task they are trying to accomplish;
2. the information need must be expressed in a form that the discovery system can use to match against

available data—for example, by explaining a request to a librarian, entering keywords into a search
engine, or writing a natural language query to an LLM;

3. the discovery system must be capable of interpreting the information need and searching across large
volumes of data to find relevant matches.
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We distinguish between content and context information needs [2]. Content information needs can be
addressed by examining the contents of documents themselves. However, identifying a relevant document
is not always possible through content alone. Context information needs require metadata about the
document—such as who created it, how it has been processed, and other provenance—related attributes.

A critical piece of metadata in data discovery is a document’s provenance. Provenance is essential for
verifying the origin of a document and the chain of agents who created or modified it. In a world flooded
with data—much of it of questionable quality—provenance becomes increasingly valuable, often serving
as the primary means of distinguishing reliable information from noise. We emphasize provenance
because, in manual discovery processes, it is typically maintained informally by the people involved, who
can explain how a document was produced if asked. As discovery processes become more automated,
however, preserving provenance requires deliberate effort to capture the tribal knowledge that resides
in the minds of those humans. A central goal of data discovery is to encode this implicit knowledge into
documents so they can be used more effectively to satisfy information needs—a topic we expand on
later in the paper.

2.2 The Role of Data Discovery in the Data Value Chain

To understand the value of data discovery solutions, it is useful to situate them within the broader
process of deriving value from data. Data has instrumental value—that is, it generates value when used
to perform a specific task. However, data is not accessed directly; it is accessed through documents.
The utility of a document for a given task depends both on the value of the data it represents and the
cost of using that document [6]. We conceptualize the process of deriving value from data as a sequence
of the following steps:
1. Formulate the information need associated with the task.
2. Discover a document that satisfies the information need. This document may already exist within the

organization or may need to be assembled from multiple existing documents.
3. Analyze and process the document to produce a solution to the data task.

Data discovery plays a central role in the second step of the process, and—as we will argue later—it
must also support the first step by helping agents articulate their information needs. The cost of
data discovery reflects the time, effort, and resources required to identify documents that satisfy an
information need. Because this cost is nonzero, it reduces the overall utility of the data. Therefore, the
purpose of data discovery solutions is to minimize these costs, thereby increasing the utility that can be
derived from data.

Most data management technologies function as instruments for reducing costs, and data discovery
fits this role too. But data discovery is more than a cost reduction technique.
Beyond Cost Reduction. In the conceptual model outlined above, the first step is to formulate an
information need arising from a data task. However, selecting which data task to pursue—among many
possibilities—is itself a critical decision that shapes the value derived from data. Data discovery can play
a generative role in this process by helping to surface new questions (as in hypothesis-driven discovery)
that lead to the formulation of new tasks. At its best, data discovery does more than reduce costs: it
can help define entirely new use cases, opening up fresh avenues for value creation.
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3 Landscape of Data Discovery Solutions for Tabular Data

We present an overview of solutions for tabular data discovery. Our goal is not to provide a comprehensive
survey of the literature2, as such a review would exceed the scope of this paper. Instead, we focus on
highlighting key ideas proposed in this area and clarifying how they relate to one another. This technical
foundation will serve as the scaffolding for our central argument in the next section: that data discovery
is a socio-technical problem.

The literature on data discovery can be categorized based on the emphasis and objectives of each
contribution. Some work focuses on identification interfaces, while others emphasize retrieval mechanisms.
A substantial portion of the research centers on foundational building blocks—techniques designed
to support navigation through large repositories of tables. In Section 3.1, we introduce a reference
architecture that we have recently used to illustrate how the challenges of tabular data discovery are
interconnected. We then provide an overview of our group’s work in this area and relate it to other
relevant efforts to contextualize our main contributions (Section 3.2).

3.1 Applying Separation of Concerns to Data Discovery

A reference architecture embodies a separation of concerns strategy, which breaks down complex
engineering problems into more narrowly defined, and thus more manageable, subproblems. Such
architectures describe a set of components and their interactions, reflecting our current understanding
of the problem space. In prior technical work, we have presented detailed reference architectures [16].
Here, we focus on highlighting the separation of concerns among three key components to help structure
this brief overview.

First, an identification module that processes users’ questions (Section 3.1.1). Second, a retrieval
engine that accesses relevant documents (Section 3.1.2). Third, a discovery engine that orchestrates a
strategy involving:
1. applying identification techniques to derive search criteria;
2. combining these criteria into a plan that leverages available indices; and
3. answering the question—often with user involvement.

We conclude the section with a set of examples that illustrate how these three components work in
practice (Section 3.1.3).

3.1.1 Identification Interfaces

Data discovery solutions must offer a means for agents to express their information needs. For tabular
data, identification interfaces include:
Keyword Search. Soon after keyword search became the standard interface for expressing information
needs on the web, it was adapted to relational database management systems through early prototypes
that had significant academic impact in the years that followed.
Query-by-Example (QBE). QBE interfaces were originally proposed as an alternative to SQL for
querying relational databases [28]. The same idea—where agents provide examples of the desired
output—has since been adapted for use in data discovery systems.
Task-Oriented. Instead of explicitly articulating the information need induced by a task, agents
provide a direct specification of the task itself. When an evaluation function for the task is available, it
can be supplied to the system, which then assumes responsibility for discovering data that satisfies the

2See, for example, [23] for surveys that summarize techniques used in discovery systems
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task requirements. This approach was formalized for tabular data in Metam [13], with an earlier version
for supervised machine learning tasks introduced in ARDA [4] and later applied in Kibana [20].
Personalization. When agent demand is high, systems can capture signals about what agents request
and how satisfied they are with the results. These signals can then be used to build personalized models
that better align with individual information needs. In web search, Google pioneered this approach,
which has since become standard practice. In the context of tabular data discovery, certain data catalogs
that capture behavior—the “B” in the ABCs of metadata [18]—lay the groundwork for more sophisticated
personalization strategies.

3.1.2 Retrieval Strategies: Indices

It is useful to conceptualize the solution to the identification problem as producing a concrete search
criterion. A retrieval strategy then takes this search criterion—such as a keyword, question, range, or
spatial polygon—and uses an index to return matching documents. We define an index broadly as any
data structure that facilitates the efficient location of documents that match a given search criterion.
Table Representation. Indices used in data discovery represent tables in ways that facilitate matching
them against search criteria—and in doing so, they induce specific representations of the tables themselves.
Several types of indices are commonly used. Full-text search indices represent each column of a table
as a sparse vector within a vector space model. Vector indices use embedding models to encode entire
tables or their components as dense vectors [1, 9, 24]. The design space for such vector representations
is large and rapidly evolving, particularly with the emergence of retrieval-augmented generation (RAG)
systems for tabular data, as we discuss later. Another approach is to represent data using graphs, which
is common in knowledge bases that encode relationships between terms in the data.3

Data catalogs, or “databases of metadata,” are widely used in industry. When discovery questions
can be answered using metadata alone, these systems are effective in identifying relevant tables. Many
data catalogs also incorporate behavioral signals derived from user interactions—corresponding to the
“B” in the ABCs of metadata [18]—which further enhance their ability to support discovery.

The indices described above are compatible and often complementary. Many data discovery systems
combine multiple indexing strategies to expand their ability to answer diverse queries. For example,
modern data catalogs increasingly incorporate vector-based and graph-based techniques alongside
traditional metadata indexing.
Building Blocks. When discovery questions require combining multiple documents, simple retrieval of
individual tables is insufficient. To support more complex queries, a range of techniques—referred to here
as building blocks—can be integrated with the indexing methods described above. Notable examples
include indices that facilitate table joins, unions, and augmentations (conceptually, a combination of
joining and unioning). Additionally, other building blocks enrich the metadata available to discovery
systems by annotating columns and tables or by generating descriptive summaries.4

3.1.3 Examples

We present a representative, though not exhaustive, set of systems to illustrate the identification, retrieval,
and discovery engine components discussed above.
Discover [19]. Discover accepts keywords as input—serving as its identification strategy—and returns
a combination of tables from a given relational schema that contain those keywords (retrieval). The

3This is a vast design space, and a comprehensive treatment of knowledge bases for data discovery is beyond the scope
of this paper.

4This task is referred in the literature as semantic annotation.
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discovery engine constructs a compact answer by identifying a Steiner tree of join operations connecting
the relevant tables.
Infogather [26]. Infogather takes an input table and returns an augmented version of it—adding rows
or columns sourced from a collection of other tables. Its primary technical contribution is a retrieval
index specifically designed to support such augmentation operations. The discovery engine implements
algorithms to search this index and produce the final result.
Goods [17]. Goods takes keywords as input and returns relevant tables based on those keywords
(identification). Its retrieval index encodes both the content of tables and rich metadata, including
references from code (e.g., ETL and transformation pipelines) and user annotations. The discovery
engine uses traditional information retrieval techniques to rank the results.
Aurum [7]. Aurum accepts programs written in a domain-specific language (DSL) that allows users to
describe their information needs (identification). It uses a graph-based index to determine which subset
of documents satisfies the DSL query. The discovery engine orchestrates the execution and combination
of results as specified by the program.
LlamaIndex [22]. When equipped with the table reader plugin, LlamaIndex creates a vector repre-
sentation for each row in the input tables (retrieval) and uses a vectorized form of a natural language
question (identification) to find relevant tables. The discovery engine matches these vectors against the
table representations and uses a large language model (LLM) to further refine the results.

3.2 My Group’s Work

The diagram in Figure 2 presents our group’s technical contributions to the area of data discovery and
serves as a reference throughout this section to summarize key lessons learned. Before introducing the
diagram, I offer a brief summary of the vision that has guided my work in this area from the outset.

Aurum
[ICDE’18]

Ver
[ICDE’23]

Metam
[ICDE’23]

Solo
[SIGMOD’24]

Nexus
[SIGMOD’24]

Termite
[SIGMOD’19]

ARDA
[SIGMOD’20]

Saibot
[VLDB’23]

Leva
[SIGMOD’22]

Pneuma
[SIGMOD’25]

Seeping
[ICDE’18]

Xtructure
[ICDE’18]

Lazo
[ICDE’19]

Figure 2: Portfolio of data discovery work

Vision. There are countless compelling problems in data
discovery. Working on any of them presents opportunities
to contribute solutions that others can build upon, grad-
ually advancing toward more complete systems. However,
my philosophy has been that this piecemeal approach risks
getting stuck in a kind of local optima—focusing on techni-
cally interesting subproblems that, while valuable, may not
significantly advance the broader goal: helping people find
the data they need.

Over the past few years, I have prioritized an end-to-end
approach to data discovery. This strategy comes with both
drawbacks and advantages. One drawback is that building
full prototypes takes considerable effort. Often, the resulting
systems are not immediately deployable or impactful outside
the lab—bridging that gap requires even more work. The
longer development cycles also mean feedback loops can be slower.

The benefit, however, is substantial: pursuing end-to-end solutions reveals where the real bottlenecks
lie. I use the term bottleneck informally to refer to two things i) technically interesting problems for
which we lack good solutions, and ii) engineering challenges that differ in kind from those tackled by
existing systems. Through this approach, I believe we have developed a strong sense of both.
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3.2.1 Overview of the Group’s Data Discovery Work

Our group’s work is summarized in the diagram shown in Figure 2. Each node represents a technical
paper, and edges indicate that one work builds upon another. While no summary can fully capture the
richness and detail of these contributions, the diagram helps surface the main themes. We highlight
those themes next, organized according to the reference architecture introduced earlier.
A Spectrum of Identification Techniques. When users have a clear idea of what they want, they
can articulate their query using a domain-specific language (DSL) with systems like Aurum [7] or
specify a utility function with Metam [13], the latter having introduced the concept of goal-driven data
discovery. In situations where users cannot precisely define their information needs, alternative methods
are available. For example, Aurum supports keyword search; Termite [9] offers vector search over tables
and columns; and Ver [16] enables users to specify the desired table via a QBE-style interface. Finally,
in systems such as Solo [25] and Pneuma [2], users express their information needs through natural
language questions.
Table Representation. Supporting the identification strategies described above are a variety of table
representation methods developed across our work. Seeping Semantics [10] was one of the first efforts to
use distributed representations (embeddings) to capture the semantics of data in the context of data
discovery. Termite extends this approach by embedding all values in a document, and Leva [27] advances
the line further by exploring more effective techniques for computing embeddings at the table, column,
row, and cell levels. Many of the insights from these efforts are incorporated into Solo and, more recently,
Pneuma [2].

Complementing these vector-based approaches, systems such as Aurum [7], Nexus [14, 15], Xtruc-
ture [21], Metam [13], and Ver [5, 16] rely on sets of profiles to represent the underlying documents,
offering a structured alternative to embedding-based representations.
Indices. Table representations are indexed using a variety of structures, depending on the system.
Graph-based indices are used in Aurum, Ver, Metam, and ARDA [4]; vector databases are employed
by Leva, Solo, and Pneuma; Lazo [11] uses hash-based indices; and Xtructure [21] relies on regular
expression (regex) indices.
Broad Applications. Aurum, Seeping, and Ver support general-purpose discovery queries and offer the
broadest interfaces among our systems, accommodating a wide range of information needs. In contrast,
ARDA [4], Saibot [20], and Metam [13] focus on data augmentation. While ARDA and Saibot are
tailored to supervised machine learning tasks, Metam generalizes this approach to any task for which a
user can define a utility function.

Beginning with Leva, and continuing with Solo and Pneuma, we introduced RAG-like architectures
that accept natural language questions and return relevant tables (i.e., table search). However, these
systems do not support on-the-fly table assembly. Finally, Nexus targets hypothesis generation, where
the hypothesis space is defined in terms of correlations among variables.

3.2.2 Tenets and Lessons Learned

Reflecting during and after the work described above has led to a number of insights that may be
valuable to others working in this area.
Tenet 1: The North Star Is Satisfying Information Needs Directly. The overarching goal
remains constant: help users find data that advances their work. This principle has guided many
disciplines, though the techniques evolve. As systems improve, user expectations rise—pushing the
target forward. This is a healthy dynamic, as long as we continue to learn how people want to access
and use information, and we engineer systems that serve those real-world needs.
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Tenet 2: Separate Identification from Retrieval. Clearly distinguishing between identification
(understanding what data is needed) and retrieval (locating and delivering documents representing that
data) is essential. This separation, rooted in software engineering principles like separation of concerns,
helps both system design and research progress. Variants of this distinction have long existed in fields
such as library science and information retrieval, albeit under different terminology. Adopting this lens
helps bring conceptual clarity and makes it easier to incorporate insights from adjacent disciplines.
Tenet 3: Engineer for Evolving Signals. Data discovery does not have exact solutions; it resembles
information retrieval more than deterministic SQL processing. As a result, systems must be engineered
to flexibly incorporate new signals—reference datasets, human input, LLM prompts, knowledge graphs,
and more. A guiding principle: avoid discarding documents early. Instead, cast a wide net, rank based
on available signals, and update the ranking as new signals emerge. Always expose the basis for ranking
to the user, and let them decide how to weigh or filter results.
Tenet 4: Favor End-to-End Solutions. As discussed earlier, pursuing end-to-end systems—rather
than isolated point solutions—yields deeper insight into what actually limits progress. While point
solutions are valuable (and abundant in the literature), end-to-end approaches reveal both technical
and practical bottlenecks, and thus offer a clearer path toward usable systems. These efforts are more
demanding, but ultimately more impactful.
Tenet 5: Be Cautious with Benchmarks. When benchmarks accurately reflect real-world problems,
they are invaluable—they support reproducibility, enable progress tracking, and foster community
alignment. But when a benchmark simplifies or misrepresents a problem, it can be misleading. In
such cases, it encourages over-optimization on artificial targets, diverting attention from what actually
matters in practice. Reproducibility is important, but not at the cost of chasing the wrong goals.

4 How do LLMs Change the Game?

Addressing data discovery requires solving both the identification and retrieval problems. Each involves
a range of technical challenges—some of which remain especially difficult and unresolved.
• Multiple Document Formats. Understanding a table often requires access to contextual information—

metadata that describes or qualifies the table’s content—which is frequently not stored in tabular form.
Much of this context resides in heterogeneous formats, including spreadsheets, PDFs, code, and other
unstructured or semi-structured documents. If, as argued in Tenet 2 (Engineer for Evolving Signals),
effective discovery depends on leveraging all available signals, then robust support for manipulating
multiple document formats—or multimodal data—is essential.

• Semantic Ambiguity. Even with robust support for multiple document formats, resolving semantic
ambiguity remains a core challenge. It requires determining which signals to prioritize in order to
disambiguate meaning in specific contexts. Semantic ambiguity is pervasive in data discovery—from
interpreting the unit of a value in a cell, to selecting an appropriate join key, to inferring a user’s intent.
These ambiguities often lack a single correct resolution, making adaptive, context-aware reasoning
essential.

• Scalability. The value of data discovery increases as the volume of data grows—especially when
manual exploration becomes impractical. At the same time, the imperative to incorporate new signals
(as discussed in Tenet 2) continuously expands the set of documents under consideration. Processing
large volumes of data—often requiring complex computations—poses significant scalability challenges,
both in terms of system performance and engineering effort.
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4.1 The Promise of LLMs

Large Language Models (LLMs) play a central role in many current research efforts. When conceptualized
as vast repositories of documents equipped with natural language interfaces—and as systems capable
of adapting their responses to specific information needs—they offer a compelling solution to the
identification problem in data discovery. This makes LLMs a particularly interesting artifact to consider
in the broader landscape of data discovery systems.

First, they readily provide approaches to tackle the first two problems above:
Querying Multimodal Data. Internally, LLMs represent all input, regardless of its original format,
as vectors. These vector representations can be accessed and manipulated through natural language,
effectively turning language into a Rosetta Stone-like interface for querying multimodal data. This makes
LLMs a promising tool for addressing the challenge of working across heterogeneous document formats.
Addressing Semantic Ambiguity. LLMs encode knowledge from vast collections of documents and
can be leveraged to resolve many forms of semantic ambiguity. While individual instances, such as
interpreting a value’s unit or understanding user intent, are often trivial for humans, the variety and
unpredictability of such cases make it difficult to formalize a comprehensive set of rules. LLMs offer a
compelling alternative: they can empirically address this long tail of ambiguities through contextual
inference, without requiring explicit rule specification.

Second, LLMs can be leveraged both to help users articulate their information needs and to interpret
those needs in ways that guide the system toward meaningful answers.

4.2 Challenges Ahead

Despite the promise, LLMs also introduce challenges: i) how to incorporate external data; ii) scalability.
Incorporating External Data. There are three broad approaches to incorporating external data,
such as the document collections over which discovery queries are run, into LLM-based systems. First,
external data can be incorporated during the training process, embedding the information directly into
the model’s parameters. Second, it can be provided as part of the input context at inference time. Third,
external data can be accessed dynamically using a Retrieval-Augmented Generation (RAG) architecture,
in which relevant documents are retrieved and passed to the model alongside the user’s query.

Incorporating data during the training process, even through fine-tuning, is costly and raises concerns
about data leakage, which may conflict with organizational priorities around privacy, compliance, and
intellectual property. In contrast, in-context learning, RAG architectures, and self-play environments,
where agents interact dynamically with data, offer more flexible and privacy-preserving alternatives.
While these approaches have primarily been developed for unstructured data, our group and others are
now extending them to tabular data with promising results, which we summarize next.

RAG and agentic architectures combine traditional systems for solving the retrieval problem with an
LLM that receives both the question and partial retrieval results to generate an answer. This is where
LLMs offer a distinct advantage: they help address the identification problem by interpreting the user’s
intent and connecting it to relevant data.

Despite promising early results, it remains too soon to determine the right RAG architecture for
data discovery. However, we expect that the growing interest in this space will soon lead to practical
and usable solutions—particularly if the scalability challenge, which we explain next, is addressed.
Scalability Challenge. While data discovery already faced scalability challenges before the advent of
LLMs, those challenges are amplified by the use of LLMs and RAG architectures [25]. The primary
source of this increased burden is the reliance on vector representations, which are both computationally
expensive to generate—requiring resource-intensive model inference—and large in size, often spanning
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hundreds or thousands of dimensions. This makes it difficult not only to index data efficiently, but also
to keep vector representations incrementally updated as the underlying data evolves. Despite these
challenges, the substantial research activity and industry investment in this area suggest that practical
solutions are likely to emerge.

Overall, LLMs represent an exciting and promising direction for data discovery. Given the substantial
research and industry resources dedicated to overcoming their limitations, it is reasonable to expect
significant progress in the coming years. However, the precise architectures and scalability mechanisms
that will ultimately enable robust, real-world data discovery systems remain uncertain, highlighting the
richness and complexity of the research landscape. Even once these technical challenges are addressed,
the question of how fully they will resolve the broader data discovery problem remains open. In the next
section, we offer some perspectives on what may still be missing.

5 Data Discovery is a Socio-Technical Problem

We believe that LLM-augmented data discovery architectures will, in the near future, meaningfully
assist humans in identifying and retrieving documents that satisfy their information needs [8]. Yet, these
systems will not fully resolve the data discovery problem. The stronger claim we make in this section is
that no technical solution alone—regardless of how advanced—can fully solve data discovery.

The reason is subtle. For a technical solution to effectively help a user, two conditions must be met:
the necessary information needs to be stored as documents, and the discovery tool they use must be
able to locate those documents.

Up to now, data discovery research has mainly dealt with the second problem: finding and retrieving
documents that satisfy a user’s information need, often taking for granted that the necessary data is
already in document format. We anticipate that near-future systems, like RAG and agentic systems,
will begin to tackle this assumption. But the main takeaway from this section is that solving the
first condition—getting the data represented as documents—is a tougher nut to crack without fully
recognizing that data discovery is a socio-technical issue.

5.1 Data Discovery as a Socio-Technical Problem

The ultimate success of technical solutions hinges on the extent to which necessary data is captured in
accessible documents. Often, much of the vital context needed to interpret, transform, and leverage these
documents resides solely with data employees. Although these employees occasionally document datasets
and processes, thereby generating valuable resources for technical systems, much of this knowledge
remains undocumented. This is frequently due to the high cost of documentation, a lack of incentives
(as it’s often not considered part of their core responsibilities), or simply because the information is too
recent to have been recorded.

To achieve data discovery in such scenarios, it’s crucial to fully acknowledge the social component.
This involves extracting the necessary data from the minds of data employees so that it can be converted
into documents and then utilized by technical solutions. However, a number of reasons make this
challenging:
• While we’ve characterized the identification process as something a single user undertakes, it’s often

the case that the "user" actually represents a team of individuals who must collectively decide what
information is most important.

• Although human cognition is crucial to the identification process, our understanding of how these
cognitive functions operate is currently insufficient to influence them beneficially.
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Simply put, we need to make an effort to pinpoint what information users (or teams) actually need,
and a separate effort to get the necessary documents from data employees who often store that data in
their minds. Data discovery can’t be solved without successfully connecting this supply of information
with the demand. This realization was central to an article we wrote a few years back, where we
introduced data markets as a solution for data discovery within organizations [12]. Since then, we’ve
been building on these concepts through our research agenda, Data Ecology.

5.2 Data Ecology

Data ecology examines how documents are created and shared within data ecosystems, which are made
up of different agents working to complete data-related tasks. This field proposes that by identifying all
existing dataflows (the transfers of documents between agents), we can determine several things: which
positive dataflows are already present and should be maintained; which beneficial dataflows are missing
and should be encouraged; which negative dataflows exist and should be stopped; and which harmful
dataflows don’t yet exist and should be prevented from ever forming.

To achieve this control over dataflows, data ecology introduces tools for developing and evaluating
interventions. These interventions are changes to the ecosystem designed to produce the desired dataflow
effects. They can be technical (like the data escrow system we developed to manage data release and
prevent leakage), but also economic (suchives as incentives), legal, and social (like establishing norms).

Understanding data discovery as a socio-technical issue and an organization as a data ecosystem to
be analyzed via the dataflows that occur changes the game. A designer’s objective then is to implement
interventions that establish productive dataflows. This means encouraging data employees to document
their tribal knowledge and helping data users articulate their information needs. Only when these pieces
are in place can future data discovery systems effectively bridge the gap between data supply and
demand.

The core idea is to foster an internal data ecosystem where data experts contribute their knowledge
as documents to assist those who need to consume that data. In our previous paper, we explored
mechanisms to encourage these dataflows within organizations, including gamification strategies like
bonuses and monetization. We believe such internal data markets hold significant promise for addressing
information needs at various levels, as previously illustrated in Figure 1. However, the design possibilities
for these ecosystems are vast, and this remains an open problem. Our research efforts in recent years
have primarily focused on developing the foundational concepts of Data Ecology.

6 Conclusions

Solving data discovery will significantly enhance data utility by lowering the costs associated with
identifying and retrieving relevant documents, thereby accelerating progress in both science and industry.
Historically, data discovery has been hampered by persistent challenges like semantic ambiguity and
scalability, which are inherently difficult to overcome. However, with the rapid commoditization of
large language models (LLMs) and our growing understanding of how to effectively integrate them
with architectures like RAG, we now have access to a technology that could dramatically speed up our
progress in data discovery. We are optimistic that the technical hurdles of data discovery will be largely
resolved in the near future.

At the same time, we recognize that data discovery is fundamentally a socio-technical problem.
Even if we had a perfect technical solution, we’d still face hurdles: helping users clearly define their
information needs and convincing data providers to document the valuable knowledge they hold in their
heads. To bridge this gap between data supply and demand, our Data Ecology research agenda has been
exploring various data ecosystems, including internal data markets. While the technical challenges are
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still significant, we believe that highlighting the socio-technical dimension of this problem can greatly
enhance the effectiveness of future solutions.
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Towards LLM-Augmented Database Systems OR
The Relational Model is dead! Long live the Relational Model!

Carsten Binnig
Technical University of Darmstadt & DFKI

Abstract

Relational databases have powered critical systems for decades. Yet, despite their promises of
a simple data model and an easy-to-use query language, relational systems impose high overheads
of using them, which are inherently rooted in the relational model. In this paper, we coin these
overheads Relational Taxes as users not only face high query taxes due to SQL’s complexity and
schema dependence, but also data taxes from the need to manually extract data into tables before
being able to query them. In this paper, we present the efforts that we have spent over the last
years to build what we call LLM-augmented databases—a new class of systems that integrates large
language models with relational principles to cut the relational taxes to enable intuitive and efficient
querying over diverse data modalities. Rather than replacing the relational model, we extend it to
cut the relational taxes as long-standing overheads while preserving its foundational strengths in
terms of performance.

1 Introduction
Relational Databases: A Success Story. Relational databases are the foundation of nearly
every modern application. As Bruce Lindsay once famously stated, "Relational databases are the
foundation of Western civilization". This sentiment reflects the reality that critical infrastructure
across banking, government, healthcare, supply chains, e-commerce, and scientific research depends on
relational database systems. Moreover, the relational model has empowered the development of highly
sophisticated techniques for data management, including powerful query optimization strategies, efficient
query execution engines, and data access methods. These advances have enabled relational systems
to scale to massive workloads, and they even continue to thrive in the era of cloud computing. As a
community, we have made remarkable progress in advancing relational systems to handle increasing
volumes of data and complex analytical workloads with high performance and reliability.

The Promise of the Relational Model. The invention of the relational model, along with the
emergence of SQL as a standard query language, offered significant advantages over previous paradigms
such as the hierarchical and network models. Two core promises of the relational model stood out, which
promised to simplify data management in contrast to prior approaches:

1. An Easy-to-Use Data Model . The relational model organizes data into simple, tabular structures
known as relations (or tables). An important aspect of the relational model was that it decoupled
logical representation from physical storage and thus enabled users to interact with data without
needing to understand the underlying implementation. In contrast to earlier models that required
explicit navigation through linked records, the relational model thus offers a declarative way of
expressing information needs.

2. Simple and Intuitive Querying . Along with the relational model came SQL. Originally, SQL was
meant as a Structured English Query Language to enable querying of data by non-technical users.
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Instead of specifying how to retrieve data, users state what they want in a language that is close
to natural language but with clear semantics. This was a profound shift away from imperative
query interfaces required by hierarchical or network models.

Did the Relational Model fulfill its Promise? Despite its original promises, however, in this paper
we argue that the relational model has not delivered on its original promises. Over the past 50 years, the
accumulated experience of using relational databases has revealed significant overheads inherent in the
relational model itself. These inefficiencies are deeply rooted in the design principles of the relational
paradigm. We refer to these inefficiencies as Relational Taxes. In this paper, we identify two primary
forms of relational taxes:

1. Query Taxes of the Relational Model . Despite its declarative nature, SQL has become a complex
and verbose language. Writing non-trivial SQL queries often requires tens or even hundreds of
lines of code, making queries hard to write, read, and maintain. Furthermore, users must have
in-depth knowledge of the database schema, including table names, attribute names, and how
literals are represented in the database, which are often driven by technical aspects and not
meant to be understandable by users. For example, to query medical data, users often need
to understand technical codes like ICD-10 rather than using intuitive terms like "fever". This
disconnect significantly raises the barrier to entry and limits usability.

2. Data Taxes of the Relational Model . Real-world relational databases often feature complex
database schemas with hundreds of interrelated tables. As such, identifying the correct tables
and relationships can be a daunting task for users. Moreover, not all data originates in tabular
form. Instead images, text documents, sensor logs, and other modalities are increasingly common
as native data formats. Yet, relational systems require such non-tabular data to be manually
transformed and integrated into tables before it can be queried, resulting in substantial manual
overhead in data preparation and ingestion.

Cutting the Relational Taxes. As such, a natural question that arises is how to cut these taxes. In
fact, one might ask if relational databases are still required in the age of AI and, in particular, LLMs.
Recent advancements in LLMs, such as GPT-4, demonstrate promising capabilities in understanding
and answering natural language queries over diverse modalities, including text and images, without the
need to first extract structured information. In fact, the recent generation of LLMs can even support
complex reasoning tasks, which allows these models to answer multi-hop queries that resemble relational
joins across multi-modal data sources. However, we argue that a purely LLM-driven approach for query
answering—where the LLM acts as a black-box engine for query answering—falls short due to several
inherent drawbacks: hallucinations stemming from the generative nature of LLMs, a lack of transparency
in reasoning processes, and most importantly inefficiencies in processing even medium-sized datasets.

Our Vision: LLM-Augmented Databases. To address these limitations, we present our vision
of LLM-augmented databases—a new class of database systems that integrates large language models
(LLMs) tightly with the relational database stack to cut the relational taxes. First, instead of using SQL
as the query interface, LLM-augmented databases provide more intuitive query interfaces, including
natural language querying and SQL-inspired abstractions that alleviate the need for users to know and
understand complex schemas or precise data encodings. At the core, these query interfaces empower users
to query data using high-level semantics concepts, while the underlying system handles the translation
of the user query, as well as data discovery and binding of data to the query. Moreover, LLM-augmented
databases remove the burden of manual data extraction by allowing direct querying of other data sources,
such as images and text, that can be used as complex data types.
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(b) LLM-based Question Answering
Figure 1: Multi-modal Question Answering: (a) Example scenario on an artwork dataset composed of a
table (artwork metadata), images of the artwork, and a text collection (artwork descriptions). (b) Using
LLMs for multi-modal question answering using Reasoning and Retrieval-Augmented Generation.

Contributions and Outline. In this paper, we present our comprehensive vision for LLM-augmented
databases, grounded in our group’s recent work and research contributions. In Section 2, we outline the
architectural principles of how we envision LLM-augmented databases, showing how they can be built
on the foundational strengths of relational systems while avoiding the relational taxes. In this section,
we also introduce key abstractions and design patterns that enable seamless multi-modal querying,
many of which have already influenced emerging systems in this space. Sections 3–5 then present three
concrete case studies demonstrating LLM-augmented databases in action, which span different layers of
the database stack from query compilation and optimization, over query execution, to data storage in
LLM-augmented databases. Finally, in Section 6, we discuss the future challenges and opportunities of
LLM-augmented databases before we conclude in Section 6.

2 Our Vision: LLM-augmented Database Systems

As discussed before, an LLM-augmented database system enhances classical relational database systems
with LLMs to enable the combination of the following two new functionalities: (1) multi-modal input
data to cut data taxes and (2) new query interfaces (e.g., natural language or SQL-inspired abstractions)
that alleviate the need for users to know and understand complex schemas or precise data encodings.
In the sequel, we more precisely define which data and queries are in the scope of an LLM-augmented
database system as we envision in this paper. To make more clear what type of scenarios we envision to
support in our first version of LLM-augmented databases, we present a scenario that can be supported
by such system. Figure fig:example shows a user querying a multi-modal dataset of a museum that
stores both metadata (available as a table) and pictures of artworks (stored as images) exhibited in the
museum.

2.1 Why LLMs are not enough!

One could now raise the question of why modern LLMs are not enough, as multi-modal question
answering is already supported by recent LLMs such as GPT-4o. To understand the downsides of
such question answering approaches, let us look at Figure 1b, which shows how a RAG-based question
answering approach can be used to answer questions over multi-modal datasets. The main idea is that
the user question is forwarded as part of the input to the LLM, together with the relevant data sources
that are retrieved from a vector database based on the user question. Based on this input prompt, the
LLM then reasons over the user’s question and data and generates its output, which is forwarded to
the user as a response. However, this LLM-based approach for query answering comes with significant
downsides:
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Figure 2: Sketch of an LLM-Augmented DBMS for Multi-modal Question Answering. The idea of an
LLM-augmented DBMS is centered around a multi-modal relational data model where relations can
include complex types such as images and text. Building on this model, the system supports several
query interfaces that abstract away the exact schema, enabling users to query data using natural or
imprecise language. For execution, queries are compiled into multi-modal query plans composed of
classical and multi-modal operators, facilitating efficient query processing and optimization across diverse
data modalities. LLMs are used in several places in LLM-Augmented DBMS, including query planning
and execution, as well as data grounding and augmentation.

1. Limited Query Complexity: While question answering approaches with LLMs are able to handle
more and more complex queries, which also stems from the fact of recent developments such
as reasoning, they are still limited in various dimensions. For example, LLMs are known to be
notoriously “bad in math. As such, queries that involve arithmetic or aggregations (e.g., counting
as in our example) often fail.

2. Limited Scalability of Query Answering: In the LLM-based approach, query answering is mapped
to inference passes through the LLM parameters (which could be trillions) to generate the query
response. This notion of query answering, however, introduces high latencies and costs even for
small data sets, and aggregating over large datasets at the scale of PetaBytes that databases can
handle today easily is far from being tangible with LLMs.

3. Hallucination & Black Box Answers: Query answering using LLMs is purely generative using the
LLM as a black-box; i.e., the output (query result) is generated in a probabilistic manner based on
the input and it is not clear how the LLM came up with the answer. As such, LLMs can come up
with query answers that are not grounded in the input data at all (also known as hallucination).

2.2 A Sketch of an LLM-augmented DBMS

In the following, we sketch our vision of LLM-augmented DBMS as shown in Figure 2. The sketch we
present in this section builds on key concepts of our prior work (e.g., CAESURA, ELEET, OmniscientDB)
that pioneered ideas in this field. Many of these ideas have also been proposed in parallel by other
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systems such as ThalamusDB, Palimpzest, Lotus, and Galois that rely on similar notions. We refer to
the parallel ideas and put them in context.

Data Model & Query Interfaces. At the core, as a data model an LLM-augmented DBMS uses
multi-modal relations for storing and processing data, while multi-modal data is represented as complex
data types (image, text) for columns of a table. For example, as shown in Figure 2 (bottom), the images
are stored in the art_img column of the ArtImages table. Using the concept of relations as a core
data model allows an LLM-augmented DBMS to build and extend on the efficient techniques for query
execution (e.g., hash joins) and query plans for optimization over multi-modal relations, as we discuss
below.

As query interfaces, we envision that LLM-augmented DBMSs support various alternatives. Similar
to the LLM-based approach, we believe that natural language queries are one important option as they
allow users to query data without knowing the exact representation of data in the database. However,
understanding natural language queries and mapping them into an executable format comes with its
own challenges, as natural language queries can be ambiguous or incomplete. As such, we envision that
users can also use alternative query interfaces. One interesting direction that we are currently working
on is a variant of SQL (which we call Sloppy SQL) that allows users to formulate “imprecise” SQL
queries without knowing the exact data representation. For example, Figure 2 (left) shows a Sloppy SQL
statement where tables and attribute names are used in the query that have no direct correspondence
in the schema. Similarly, a natural-language predicate is used for filtering, which does not specify an
attribute at all. For such queries, the task of the LLM-augmented DBMSs is to ground the query into
the actual representation of the database, which is part of the query translation as we discuss next.
Finally, users who know the schema can also use precise SQL extended with LLM UDFs. This direction
is also what current database vendors integrate into their products. While that way, users can precisely
formulate queries, it also demands that the user know the schema in detail (i.e., it comes with high
query taxes).

Query Execution using Multi-Modal Plans. For execution, an LLM-augmented DBMS translates
user queries into what we call a multi-modal query plan — an idea we have pioneered in our work around
CAESURA. A multi-modal query plan resembles a query processing pipeline — containing processing
steps (i.e., operators) that can deal with multi-modal relations as input (i.e., tables that can but must
not contain image and text columns).

As shown in Figure 2 (center), such a multi-modal query plan contains classical operators (light
green) that operate on columns without images and text, as well as multi-modal operators (dark green),
which are applied to image and text columns. For instance, the multi-modal query plan in the example
contains a classical operator (UDFProject) that scans over the Artwork table and uses a classical
UDF to compute the century column from the year attribute according to the user query. Moreover,
the plan also contains a multi-modal operator for selecting individual images from an image collection
(see art_img column of ArtImages table). In particular, in the example, the multi-modal operator
(ImageFilter) is used to filter out pictures that depict Madonna & Child.

An important property of a multi-modal plan is that the output of every operator is yet another
multi-modal relation that can be processed by upstream operators. In our case, we apply joins and
aggregates known from classical databases to compute the aggregate result (i.e., count by century).
Moreover, the final result is then rendered again by a multi-modal operator that creates a visualization
from the query result, which is, in fact, again a multi-modal relation with one row that contains the
visualization of the aggregate result as a bar chart.
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2.3 Benefits of using Multi-Modal Plans

Using the notion of query plans to answer multi-modal queries comes with many benefits that alleviate
the limitations of a pure LLM-based approach discussed before.

1. Execution outside LLM (if possible): First, different from a pure LLM-based approach, we do not
map the full query execution into an inference pass of an LLM, but we use efficient and scalable
algorithms such as hash-joins and hash-aggregates for query answering when possible and only
rely on LLMs when needed (e.g., to realize an image filter using an LLM-UDF).

2. Plan Optimizations: Second, an even more important benefit is that using plans for query
execution allows us to optimize such plans by extending well-known approaches known from
relational databases to multi-modal relations. For example, one important technique in classical
databases is join ordering to decide on which order to filter and join data sources, which might
even have a higher impact on multi-modal relations if we can thus reduce the number of calls to
an LLM (which are typically highly expensive).

3. Separating Logical & Physical Operations : An idea we have pioneered in CAESURA before others
used this separation is the use of logical and physical plans for multi-modal query answering,
which is a well-known technique in classical databases to select an algorithm for executing a
logical operator (e.g., using a hash-join to execute a classical join). In multi-modal databases, this
separation also allows us to reason about which algorithm to use. For example, an image or a text
filter can be realized using an expensive LLM-UDF but also more lightweight (smaller) models
(e.g., BLIB or our own ELEET model) that are faster but potentially less accurate.

4. Plans are Explanations: A major issue of a pure LLM-based approach for query answering, as
shown in Figure 1b, is that it is a black-box, which is, in particular, problematic if the result is a
hallucination; i.e., it is not clear how the LLM generated its output. When using plans for query
answering as shown in Figure 2 (center) instead, this is different as the user can inspect the plan
and reason about whether the steps of the plan operations in fact answer the user query. Moreover,
users can inspect intermediate results and thus find out which operation (e.g., an image filter)
produced a potentially wrong answer.

2.4 Where LLMs can be used in an LLM-augmented DBMS?

In the following, we outline how LLMs can enable the core functionalities of an LLM-augmented DBMS
in various components of the system.

LLM for Query Planning. To answer queries over multi-modal relations, the system first translates
user input into an executable multi-modal query plan. For natural language queries, this involves
decomposing the query into a sequence of high-level reasoning steps that map to a fixed set of supported
operators (i.e., tools). Our CAESURA system pioneered a robust approach that incrementally constructs
and executes such plans, tolerating ambiguity and partial understanding. For Sloppy SQL, where users
issue vague or underspecified SQL-like queries, the LLM is used to identify and resolve references to
tables and attributes based on semantic similarity, context, and schema hints.

LLM for Data Grounding. A critical step in query translation is data grounding, where the LLM
determines which data sources and columns are relevant to a given query. This is especially important
for complex data types such as images and text, which may not have clear structural indicators. We
provide the LLM with representative samples from the data to support this decision-making process
during query planning. This capability enables the system to intelligently select appropriate tables
and columns even in the absence of explicit schema references, an idea explored in our earlier work on
CAESURA.
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LLM for Tool Instantiation. Once a plan is generated, the individual operators within a multi-modal
query plan need to be instantiated with specific parameters, which is done in the transition from logical
to physical plan. This includes generating prompts for LLM UDFs (e.g., determining whether an image
depicts "Madonna and Child"), constructing Python code for classical UDFs (e.g., converting a year
to a century), or configuring visualization tools (e.g., specifying Gnuplot parameters for a bar chart).
LLMs are used in this step to synthesize these components based on the query intent and available
data, enabling dynamic and context-aware operator instantiation. These ideas are a key part of the
CAESURA framework.

LLM for Query Execution. During query execution, LLMs are used to evaluate user-defined
functions on multi-modal content. For instance, an LLM UDF may be used to filter image columns
based on whether they depict a particular scene, extract semantic information from text, or define join
conditions over similar images or between related images and texts. Such operations go beyond traditional
relational processing and require careful optimization of LLM invocation to maintain performance. To
this end, we developed ELEET, a technique for efficient execution using smaller, specialized LLMs
tailored for multi-modal query workloads, as discussed in more detail in Section 4.

LLM for Data Augmentation. Traditional databases operate under a closed-world assumption—they
can only answer questions using stored data. To overcome this limitation, LLMs enable open-world
querying by augmenting existing data with external sources. For example, when a user query involves
information not present in the database (e.g., background details about Pablo Picasso), the LLM can
retrieve and integrate relevant facts from external corpora, such as data lakes, or use the parametric
knowledge of LLMs as a data source as demonstrated in our OmniscientDB system [1].

2.5 The Landscape of LLM-augmented Data Systems

Integrating non-tabular data into relational workflows is a key challenge that different systems approach
[2–5]. In this paper, we present a holistic vision of an LLM-augmented Data Systems that provides a
holistic view of how we think such a system should look in the future, which combines several of our
seminal results which we explain in Sections 3 to 5. First, with CAESURA [6], we have pioneered the
idea of using multi-modal query plans that were created from a natural language query. By contrast,
Palimpzest [3] and DocETL [5] handle unstructured data through similar ideas using also pipelines that
are very close to what we called multi-modal plans in CAESURA, however, they suggest alternative
query interfaces: Palimpzest lets users write declarative queries over document collections, and DocETL
provides a YAML-based pipeline language for complex document-processing tasks. These pipeline
systems complement the SQL-centric approaches above. Moreover, ELEET enables fast and efficient
multi-modal operators (e.g., for implementing filter operations on text documents) using a targeted
small language model to extract structured fields from text, achieving up to 575× speedups over LLM
baselines [7]. In contrast, ThalamusDB similarly allows SQL queries to directly reference visual and
audio content, using a pool of zero-shot classifiers and an approximate query optimizer to minimize label
requests for predicates [2]. LOTUS also targets integration of unstructured content via its semantic
operators over tables of text [4]. Finally, OmniscientDB implicitly uses an LLM to augment relational
tables via simple SQL commands [1]. Again, other similar work has been suggested. The most relevant
work for this is Galois, a system for querying pre-trained LLMs with SQL [8]. This approach exploits
the automatic generation of a logical query plan from a SQL script that serves as a structured chain of
thought, guiding the LLM in processing complex queries effectively.
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Figure 3: Query Planning in CAESURA. CAESURA transforms the query into a multi-modal query-plan
using a series of prompts using an LLM. In the Discovery Phase, the LLM is prompted to identify data
items relevant for the query, such as relevant columns and datasets. In the Planning Phase, the LLM is
prompted to construct a sequence of steps to satisfy the user request (Logical Plan). The final Mapping
Phase is interleaved with Execution: a physical operator is chosen for each of the logical steps and
executed incrementally. That allows the LLM to take the output of previous executions into account
when choosing the physical operator and operator arguments (e.g., filter conditions as depicted in the
figure) to enhance plan correctness.

3 CAESURA - LLMs for Query Planning

In essence, as discussed before, in CAESURA we orient ourselves on the phases of traditional query
planning and first generate a logical plan, which is afterwards translated to a physical plan. In the
following, we summarize the query planning process and the use of LLMs for the planning as shown in .

3.1 Phases of Query Planning

Splitting the process of query planning into several phases allows us to tailor the prompts for query
planning to the specific decisions of each phase. See Figure 3 for an overview of the three phases, which
we elaborate in more detail in the following. In a nutshell, we first identify the relevant data sources,
then in the planning phase we let the LLM generate the logical plan, and finally, in the mapping phase
we let the LLM select the operators to obtain a physical plan.

Discovery Phase. In the first phase, we decide which data sources (e.g., in a data lake) provide
relevant information for the current query. We only briefly describe this phase, because the focus of
this paper is on query planning. In essence, CAESURA first narrows down the relevant tables, image
collections, etc., using dense retrieval (similar to Symphony [9]). Afterwards, for tabular data sources,
we prompt the LLM to decide which columns of the retrieved data are relevant to the user query.

Planning Phase. In the planning phase, which is at the core of CAESURA, the LLM is prompted to
come up with a logical query plan that contains a natural language description of all steps necessary
to satisfy the user’s request. The prompt consists of several parts: (1) a description of the data, (2)
the capabilities of CAESURA, (3) an output format description, and (4) finally, the user query and an
instruction telling the model to come up with a plan. Notice how the multi-modal data is presented
to the LLM: it is modeled as a special two-columned table where one column has the special datatype
IMAGE. The capabilities of CAESURA describe the logical actions that CAESURA can take with the
help of the available operators, as can be seen in the example. Using this prompt, the LLM generates a
stepwise (textual) plan that describes the logical plan in the output format specified in the input prompt.
The generated stepwise plan is then parsed by CAESURA into a logical plan.

Mapping (Tool Instantiation) and Interleaved Execution. In the last phase, each previously
determined logical step is mapped to a physical operator (and its input arguments) using a prompt
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similar to the one in Figure 3 (right). The prompt for this phase contains a short summary of the
operators and what they can be used for. Moreover, we do not decide on all the physical operators for
all logical steps at once. Instead, we incrementally decide for each step and then execute it directly.

3.2 Experimental Results: Planning Quality

In our experiments reported in [6], we were primarily interested in whether CAESURA is able to
construct correct query plans. Below, we report the most interesting findings from these experiments.

Datasets and Workloads. Since there does not yet exist a benchmark for the scenarios we envision
for CAESURA, we constructed two multi-modal datasets. (1) The artwork dataset (with tables and
images) resembles the example from Figures 1. The dataset contains a table about painting metadata as
well as an image collection containing images of the artworks. We use Wikidata to construct both the
metadata table and the image corpus: for the metadata table, we extract title, inception, movement,
etc., for all Wikidata entities that are instances of ’painting’. (2) The second dataset is the rotowire
dataset (with tables and text) [10], which consists of textual game reports of basketball games, containing
important statistics (e.g., the number of scored points) of players and teams that participated in each
game.

Models ChatGPT-3.5 GPT-4
Plan type logical physical logical physical

Artwork overall 79.2% 70.8% 100% 100%
Rotowire overall 50.0% 41.7% 87.5% 75.0%
Single modality 79.2% 75.0% 100% 92.7%

Multiple modalities 50.0% 37.5% 87.5% 83.3%
All 64.6% 56.2% 93.8% 87.5%

Table 1: CAESURA Planning Quality. The table shows the
fraction of correctly translated plans for the different datasets,
modalities, and output formats. We show the percentage of
correctly generated logical plans, as well as physical plans.

Our Results. For this experiment,
we are interested in the query planning
abilities of LLMs. Hence, we skip the
data discovery step and assume perfect
retrieval (to not measure retrieval per-
formance). The results that show the
quality of the planning — how often
CAESURA created a correct plan — are
shown in Table 1. The queries used in
this experiment are clustered along sev-
eral aspects. Importantly, these queries
were not used for tuning the prompts
during the development. We see that
CAESURA using GPT-4 is better than ChatGPT-3.5 and is even able to correctly translate 87.5% of
queries despite never being fine-tuned on the queries. The approach works especially well on the artwork
dataset, where CAESURA is able to translate all queries to correct query plans. However, we also see
that there is still room for improvement. In particular, on the Rotowire dataset, which consists of more
tables and contains texts instead of images, fewer queries are translated correctly.

4 ELEET - LLMs for Query Execution

In this section, we introduce ELEET, a query execution engine designed to support so-called multi-modal
operators (MMOps), which operate over structured tables and text collections. While general-purpose
LLMs such as GPT-4 offer the potential to perform such operations, their high computational cost
makes them impractical for query execution. Instead, ELEET centers around a compact and efficient
language model — the ELEET model — specifically trained to execute operations like joins and filters
over multi-modal input. ELEET achieves this by combining pointer-based extraction with targeted
pre-training and fine-tuning strategies, enabling fast and accurate execution of relational-style queries
directly over text.
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Figure 5: Overview of ELEET. In an offline phase, the ELEET-model can be fine-tuned for unseen
domains 1○. Fine-tuning the ELEET model for an unseen domain is a one-time effort and requires a
small sample of a few labeled texts. 2○ For query execution, ELEET uses multi-modal query plans
that contain traditional (white) and multi-modal database operators (purple). To compute the result of
a multi-modal operation such as a join over texts, the ELEET-model is used (see a○ to c○): During
the execution of a multi-modal operation, the ELEET model first computes embeddings of the query
attributes, texts, and table input a○, using its encoder b○. Afterwards, the ELEET-model matches text
token embeddings to query attribute embeddings to extract the output table from the text using its
extractive decoder c○, which decides which tokens qualify for a given query attribute.

4.1 The ELEET Model

examinationspatients

name age gender path

Alice 42 f alice.txt

Bob 23 m bob.txt

Alice was
diagnosed

with fever ...

⨝

SELECT patients.age, examinations.diagnosis
FROM patients JOIN examinations

result

age diagnosis

42 fever

23 cough

=

alice.txt

Figure 4: ELEET Example. A query that executes
a multi-modal join between a patient table and ex-
amination reports. ELEET analyzes the texts and
extracts values for the diagnosis from each examina-
tion report.

A Simple Example. Figure 4 illustrates the us-
age of ELEET in a practical scenario. Consider a
medical database that stores structured patient at-
tributes alongside textual diagnostic reports. If all
data were tabular, querying correlations (e.g., be-
tween age and diagnosis) would be straightforward
using standard SQL. However, when crucial infor-
mation like diagnoses is embedded in unstructured
text, extracting it for analysis becomes a labor-
intensive task involving custom NLP pipelines.
ELEET eliminates this barrier: it enables query-
ing over the text by treating it as a latent table.
Instead of manually coding extract-transform-load (ETL) routines, users can issue queries that include
text attributes as if they were columns in a regular table, and ELEET retrieves the necessary information
from the text during query execution.

The Model. At the heart of ELEET is a compact model with only 140M parameters, trained specifically
for extractive query operations over multi-modal data. Given a structured tuple, a textual document,
and a latent attribute (e.g., diagnosis), the model identifies relevant spans in the text that match the
semantics of the operator. Unlike autoregressive LLMs, ELEET avoids decoding token-by-token; instead,
it uses pointer-based supervision to select answer spans in a single forward pass.

During pre-training, ELEET learns to extract latent attributes from weakly structured documents.
This training procedure enables generalization to diverse linguistic styles and schemas. At inference time,
ELEET can perform operations such as filtering, joining, and projection by extracting values conditioned
on structured context. Importantly, the model is adaptable: only a handful of labeled examples are
needed to fine-tune ELEET for high-accuracy performance on previously unseen domains.

A Sketch of a Multi-Modal Join Figure 2 depicts a multi-modal join using the ELEET-Model.
The join in Figure 2 needs to extract the diagnosis for each patient tuple coming from the first join
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better performance.

of the patients and to_reports table (i.e., each patient can have multiple reports). For executing this
query, we feed the attributes into the ELEET-model to extract from text (i.e., diagnosis; called latent
attribute) together with the patient data from the first join and the text documents to be joined into
the ELEET-model. For example, for joining the patient tuple of Bob with his patient report in Figure
2 a○, ELEET feeds the patient tuple (containing name, height, ...), the latent attribute diagnosis,
and the patient report of Bob into the ELEET-model. For extracting the diagnosis, the encoder of
our ELEET-model maps all inputs into a joint latent space b○. Afterwards, the decoder identifies
spans of texts in the report that qualify as diagnosis, such as the text span sore throat in Figure 2 c○.
Finally, the result row {name 7→ Bob, diagnosis 7→ sore throat} with the extracted values from the text
is materialized.

In this section, we present the results of our experimental evaluation, which justifies the design of
ELEET. We constructed a challenging benchmark containing 70 multi-modal query plans over four data
sets that we used in the original evaluation in [7]. We show that ELEET is more efficient and accurate
than existing baselines, including fine-tuned LLM for executing multi-modal queries.

4.2 Experimental Results: Query Performance and Accuracy.

To show how ELEET compares to using state-of-the-art LLMs as operators, we conducted a set of
experiments in the original publication [7]. Below, we report the most interesting findings from these
experiments.

Dataset and Benchmark. To validate ELEET’s effectiveness, we conducted an extensive experimental
study on a new benchmark comprising 70 queries across four diverse multi-modal databases: sports
(Rotowire), Wikipedia-derived data (T-REx), aviation incident reports, and COVID-19 status updates.
These databases include a mix of numeric, categorical, and textual attributes, and span domains that
differ in style, granularity, and data cleanliness.

The benchmark queries test a range of operators—joins, selections, unions, scans, and aggrega-
tions—all requiring the integration of structured tables with free-text collections. Each query plan
includes between one and three MMOps, simulating real-world analytic tasks.

Our Results. Our results demonstrate that ELEET consistently achieves high F1 scores across all
datasets while maintaining sub-second latency per query. Notably, it outperforms much larger models
such as LLaMA-2 (7B) and GPT-4 (175B) in both speed and accuracy on extractive tasks. This efficiency
stems from ELEET’s lightweight design, optimized decoder, and task-specific training. While LLaMA-2
and GPT-4 require few-shot prompting or costly autoregressive decoding, ELEET’s architecture allows
direct span extraction in a single pass.
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Figure 6 presents a performance comparison of ELEET with GPT-4 (175B), LLaMA-2 (7B), and
T5 (11B) on the multi-modal query execution tasks. The plot shows a trade-off between F1 score and
execution time for each model across the benchmark datasets. ELEET consistently achieves higher F1
scores than the other models, while also maintaining significantly lower query execution time. This
highlights ELEET’s efficiency in handling complex multi-modal queries without sacrificing accuracy.

5 OmniscientDB - LLM for Database Augmentation

Traditionally, databases are required to explicitly capture all relevant facts in order to be queried by the
user. However, this so-called closed-world assumption significantly limits the ways in which a database
can be used. For example, think of a database that stores information about movies. While a breakdown
of the revenue by actor might be a query a user wants to issue, the actor information might not be
stored in the database. Today, the only way to make additional information available for querying is to
explicitly integrate additional data sources into the database, which requires extensive manual efforts.

Virtual tables stored in
GPT-3 / PaLM / ...

SELECT movies.revenue, actors.actor FROM movies JOIN actors

actors

directors
movies

movie genre revenue

Avatar Sci-Fi $2.74
billion

... ... ...

Tables stored in DB

=
result

revenue actor
$2.74
billion Zoë S

$2.74
billion Sam W

... ...

⨝

Figure 7: OmniscientDB Example. A SQL Query
that joins a movies table stored in the database with
an actors virtual table derived from an LLM (e.g.,
GPT-4). The join operation allows augmenting the
movies table with actor information using a simple
SQL query.

Idea and Simple Example. With Omni-
scientDB [1], we presented our vision of an open-
world DBMS that can automatically augment ex-
isting databases with world knowledge for the ex-
ecution of SQL queries. To do so, OmniscientDB
can not only generate additional tables on-the-
fly but also complete existing tables with user-
requested rows or columns. To enable this, Omni-
scientDB makes use of the world knowledge that
is implicitly stored in LLMs such as GPT-4 etc.

To illustrate the benefits of OmniscientDB by
an example, imagine a data scientist trying to an-
alyze the revenues of recent movies, as mentioned
before. For the questions of the data scientist,
important information like the starring actors or directors, however, is not contained in the dataset,
despite their potentially large impact on the movies’ revenues. While traditionally, such information
would need to be explicitly integrated first, with OmniscientDB, the data scientist could simply use the
knowledge stored in the LLM for augmentation. For instance, OmniscientDB automatically generates
the missing information about the actors starring in the movies, allowing a more extensive analysis.

Virtual Tables. OmniscientDB leverages the knowledge implicitly stored in the parameters of LLMs
for augmentation and makes it available for querying via SQL using so-called virtual tables. Virtual
tables can be treated by users just like traditional tables. However, they are not explicitly stored in the
database but instead act as a proxy for the knowledge stored in LLMs. For instance, in the example
above, the user is able to join the movies table with the virtual actors table to generate additional
information about actors, as shown in Figure 7. The information about actors is materialized on-the-fly
during the execution of the query by prompting the LLM. Furthermore, in addition to virtual tables, we
envision that OmniscientDB also allows adding virtual columns to existing tables. For example, the
movie table might miss a column for the production year, which could also be extracted from a LLM.

Challenges and Vision. A key challenge of OmniscientDB is that the knowledge that OmniscientDB
is able to make available is obviously bound by the parametric knowledge in LLMs. However, LLMs
have been extended by retrieval mechanisms to retrieve external knowledge [11–13] and are even able
to perform web searches [14] or interact with APIs [15]. Hence, our vision is to exploit these rapid
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advancements and make the abilities and knowledge of modern LLMs available for users to easily
augment their datasets with OmniscientDB.

Going forward, we envision OmniscientDB to become a true open-world database, allowing for
arbitrarily complex database operations. This not only includes joins and unions with virtual tables,
to generate missing columns or rows, but also other operations. For instance, existing incomplete
tables could be marked as semi-virtual, meaning that some tuples or values are stored explicitly, but
additional missing tuples can be generated on the fly if needed. Furthermore, we want virtual tables to
be updatable, in case the knowledge in the LLM is outdated, or support that the database itself suggests
information that could be used for augmentation.

6 Research Roadmap

We have seen that using today’s state-of-the-art LLMs is an interesting direction to enable a new
generation of database systems to cut query and data taxes by LLM-augmented database systems for
multi-modal question answering as outlined in Section 2. However, there are still an abundance of
interesting open challenges to be solved, as well as many opportunities that have not yet been widely
researched. Below, we discuss some of the major challenges and opportunities we deem interesting for
the community.

6.1 Challenges & Opportunities

Challenge: Query Optimization & Execution. A major future challenge is designing effective
optimization strategies for query execution in multi-modal database systems, where queries span
structured data, text, and images. Traditional cost- and rule-based optimization techniques fall short in
this setting, especially when queries involve operators over collections of images or text documents —
and require substantial rethinking: (1) A central challenge is cardinality estimation for multi-modal
data. Unlike structured data, estimating result sizes for queries over images or text requires novel
techniques (e.g., filter out all images which show Madonna & Child as shown in Figure 1a). One
promising direction is the use of embedding-based histograms, which cluster similar content to enable
approximate count estimates. Such estimates are essential for choosing efficient join orders in multi-modal
query plans. (2) Another key challenge is physical operator selection when incorporating LLMs into
query plans. Operators applied to unstructured data (e.g., filtering images or text) can vary widely
in both cost and accuracy depending on the implementation strategy. Query optimizers must learn
to choose between lightweight rule-based methods, traditional operators, and high-cost, high-accuracy
LLM inference—balancing computational efficiency with the accuracy demands of the query. (3) Finally,
adaptive query optimization must be revisited and extended to accommodate the unpredictable behavior
of LLMs and the nature of multi-modal data. This involves building systems that can adjust execution
strategies on the fly based on the observed performance and accuracy. Reinforcement learning presents
a promising avenue here.
Although some initial work exists in these areas, many open questions remain. Addressing them is critical
to building robust, efficient multi-modal database systems capable of handling real-world workloads.

Challenge: Towards Community-Standard Benchmarks. A key challenge for the field is the lack
of standardized benchmarks to evaluate and compare multi-modal database systems. While individual
areas where LLMs are used in databases, such as Text-to-SQL, benefit from well-established community
benchmarks like SPIDER and BIRD, no equivalent benchmarks exist for LLM-augmented databases to
realize multi-modal database systems as envisioned in this paper. Instead, current evaluations rely on
small, system-specific benchmarks that typically reflect narrow use cases tailored to the strengths of
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individual systems. A first pressing question is: what constitutes a meaningful and comprehensive set
of use cases that can assess the capabilities of multi-modal databases and guide future development?
Addressing this will require selecting diverse application domains and building on existing datasets
to design challenging scenarios that thoroughly test multi-modal functionality. Equally important is
the development of a set of accepted evaluation metrics. These should go beyond accuracy and query
runtime and include aspects such as scalability under high-volume multi-modal workloads, and other
aspects, such as missing data, which require systems to understand when a query can not be answered.
Understanding such aspects will be critical for advancing the field. Finally, benchmark suites must
also assess system robustness, including performance under out-of-distribution inputs and degraded or
incomplete data. Such tests are essential for evaluating the reliability and real-world applicability of
multi-modal database systems.

Opportunity: Beyond SQL with Semantic Operations. Various query interfaces have been
proposed for multi-modal database systems, including natural language queries, SQL-like queries with
semantic predicates (e.g., filters or joins based on natural language), and SQL extended with LLM-based
UDFs. While diverse in form, these interfaces typically follow a common pattern: they translate into
SQL-style query plans extended with multi-modal operators that operate on unstructured data such
as images or text. However, by using LLMs for query planning—as we propose in this paper—query
interfaces can support far more expressive, goal-driven interactions. Consider, for example, a crime-
incident database used by investigators to identify a suspect based on multiple sources: textual witness
reports, police image data, and structured records such as registered weapons. The user’s high-level query
might be as simple as: Find the suspect involved in the crime on Jan. 15, 2018 in SQL City. Solving
such a query requires a sequence of interdependent steps: analyzing intermediate results (e.g., matching
details from witness reports), reasoning across modalities, and potentially backtracking if a search path
proves unproductive. This raises the question: can a database system assist users in navigating such
multi-turn, exploratory queries instead of requiring them to manually issue and manage each step?
To address this, we explore the potential for goal-driven query interfaces, where the system plans and
executes a sequence of multi-modal queries to solve a user-defined problem, asking for clarification only
when necessary (e.g., when the available data is insufficient). Interestingly, the sequences of generated
queries can directly act as an explanation of how the problem was solved.

Opportunity: Open-World Databases A compelling opportunity for LLM-augmented databases
lies in enabling open-world databases—systems capable of answering queries that go beyond the facts
explicitly stored in the database. Our initial work on OmniscientDB takes a step in this direction by
leveraging the parametric knowledge of LLMs to augment tables with additional rows and columns at
query time. However, this is only a starting point. A more ambitious goal is to enrich databases not only
with internal model knowledge but also with external data sources, such as those found in data lakes.
For example, consider the query: “How many pictures show Madonna and Child and are by Leonardo da
Vinci?”—where the artist information is not present in the existing database (as shown in Figure 1a). To
answer such queries, relevant external data (e.g., a CSV containing artwork metadata) must be retrieved
and seamlessly integrated with the current schema. LLMs can assist by interpreting retrieved datasets,
reasoning about their relevance, and proposing integration strategies, such as joining external and
internal tables. When mismatches arise (e.g., differing artwork titles or formats), semantic joins—based
on natural language predicates and embedding similarity—can help align the data sources effectively.
Finally, we envision a future in which these retrieval and integration operations are embedded directly
into the query planning process. A database system could dynamically perform multiple retrievals
to incrementally augment its data and even backtrack or revise earlier augmentations if they fail to
contribute to answering the query.
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6.2 Potential Limitations

One might assume that a key limitation of our vision is the requirement for users to preprocess and load
data into structured, multi-modal relations before querying. This could be seen as a significant barrier
to adoption, particularly in real-world scenarios where data often resides in raw, unstructured form
across diverse sources in data lakes. However, as discussed in our vision, this is not a hard requirement.
Users could also begin with minimal or even no structured data and incrementally augment their data
by retrieving relevant content from data lakes at query time. In this mode, the system constructs
multi-modal relations on-the-fly, guided by the user’s query intent. In the most extreme version of this
vision, no schema is defined upfront—instead, the schema is synthesized dynamically as part of the
query answering process.

This schema-on-demand approach is a direction we have not yet explored in our work, but it
represents a highly promising avenue for future research. It would enable querying data lakes directly
without prior data curation or integration—essentially inverting the traditional data engineering pipeline.
In such a setting, data retrieval must be tightly coupled with on-the-fly data cleaning and integration.
For example, aligning join keys, resolving type mismatches, or eliminating duplicates may all need
to be performed as part of query execution. This is particularly critical for multi-modal data, where
inconsistencies and redundancies are common, and where traditional schema-based assumptions about
cleanliness and integration no longer hold. As such, developing mechanisms for adaptive, query-driven
data cleaning and integration becomes a central research challenge in realizing this more flexible and
powerful model of multi-modal data interaction.

7 The Relational Model is Dead! Long Live the Relational Model!

In this paper, we have argued that relational databases impose substantial overhead on users, both in
terms of expressing queries and preparing data—particularly in the context of complex, multi-modal
information needs. Despite these limitations, we do not advocate for abandoning the relational model
altogether. Instead, we propose to retain the relational model as an internal abstraction for future
data systems, leveraging its proven strengths in query optimization, physical execution, and scalability.
However, we argue that it should no longer serve as the primary interface exposed to users. To bridge this
gap, we envision data systems that extend the relational model with support for complex data types and
provide more intuitive query interfaces—ranging from natural language to schema-agnostic structured
languages. Central to this vision is the integration of large language models (LLMs), which enable
semantic query interpretation, data discovery, and access to heterogeneous and non-tabular data sources.
We refer to such systems as LLM-augmented databases: systems that preserve the robustness and
efficiency of relational engines internally while offering a more accessible and expressive user experience
externally. In doing so, we reconcile the internal utility of the relational model with the evolving demands
of modern data-centric applications.
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Abstract

Image AI has the potential to improve every aspect of human life. Image AI, however, is very
expensive. We identify that the root cause of the problem is a long-overlooked and largely unexplored
dimension: storage. Most images today are stored as JPEG files. JPEG is designed for digital
photography. It maximally compresses images with minimal loss in visual quality. We observe that
JPEG is a fixed design. AI problems, however, are diverse; every problem is unique in terms of how
data should be stored and processed. Using a fixed design, such as JPEG, for all problems results in
excessive data movements and costly image AI systems. This paper presents Image Calculator, a
self-designing storage system that finds the optimal storage for a given image AI task. The Image
Calculator achieves this by identifying design primitives for image storage and creating a design space
comprising thousands of storage formats based on these design primitives, each capable of storing
and representing data differently, with varying accuracy, inference and training time, as well as
space consumption trade-offs. It efficiently searches within this design space by building performance
models and using locality among its storage formats. It exploits the inherent frequency structure in
image data to efficiently serve inference and training requests. We evaluate the Image Calculator
across a diverse set of datasets, tasks, models, and hardware. We show that Image Calculator can
generate storage formats that reduce end-to-end inference and training times by up to 14.2x and
consumed space by up to 8.2x with little or no loss in accuracy, compared to state-of-the-art image
storage formats. Its incremental computation and data-sharing schemes over frequency components
allow scalable inference- and training-serving systems.

1 Efficient Image AI Storage

Image AI Has Potential to Improve Every Aspect of Human Life. Image AI has shown great
success in numerous areas, providing more productive and safer services and tools. Medical doctors
now use image AI to support their decision-making process in the early and late detection of diseases.
Companies deploy image AI tools to enhance worker safety conditions. Manufacturing companies use
image AI in their production pipelines to increase productivity. Farmers use image AI to efficiently
monitor the conditions of their crops and take preventive actions against potential diseases, further
improving their yields [1–3].
Image AI is Prohibitively Expensive. Every year, billions of digital cameras capture trillions of
images. These images consume thousands of petabytes of storage in the cloud. Numerous AI applications
process these massive datasets for various purposes, such as personalized content management, image
reconstruction, and visual captioning. Applications access data over remote storage servers and need
to move and process data in compute nodes using high-end processors. This incurs an immense dollar
cost for cloud vendors and application developers. It costs millions of dollars to train and deploy a
single model, which generates hundreds of thousands of pounds of carbon emissions, making image AI
inaccessible [4, 5].
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Inference and Training are Equally Costly. The lifetime of an AI model includes two main stages:
training and inference. Training is where the model learns how to perform the task. Inference is
where the model is deployed and performs a learned task. Both training and inference are important
cost components. While some applications perform frequent re-trainings by newly arriving data, some
applications are deployed across billions of devices concurrently and continuously performing inference,
and some other applications perform both training and inference equally frequently [6–9].
Where Does Time Go? In Figure 1, we examine the end-to-end inference times of four state-of-the-art
AI models: ResNet, EfficientNet, ShuffleNet, and MobileNet. For this experiment, the server is an
A100 GPU machine. The data resides on disk as JPEG files. The model resides on the GPU. Each
inference call requires reading the data from disk to main memory, decoding it from the bytes stream
into a human-recognizable image, transferring it from main memory to GPU, and executing the AI
model on the GPU. The graph on the left-hand side presents the normalized number of floating-point
operations (FLOPs) required to execute each model over an image, and the graph on the right-hand
side presents the end-to-end inference time. The figure shows that, although models become smaller
and smaller, and the number of FLOPs decreases by as much as 98%, the inference time remains
constant. The reason is that reducing the number of flops reduces the model execution time, i.e., the
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Figure 1: Reducing image AI cost requires improving all cost compo-
nents.

GPU time, but not the other time
components. When the GPU
time is reduced, the other time
components surface up, and the
inference time remains the same1.
This suggests that inference time
is a complex function of multi-
ple time components, and reduc-
ing inference time requires reduc-
ing all time components. We
performed the same experiment
for training time and reached the
same conclusion.
Storage is Key. We observe
that all the time components de-
pend on one main factor: the amount of data moved/processed. This is determined by the storage
format used for images. First, the storage format defines how we compress and store the data as well as
how much data we read from the disk or network. Therefore, the storage format defines the I/O and
decoding times. Second, PCIe time depends on the amount of data transferred over the PCIe link. PCIe
stands for Peripheral Component Interconnect Express, and it serves as a bridge between the CPU and
GPU. The amount of transferred data over PCIe depends on image size and, hence, storage format.
Third, storage also determines the GPU time. The state-of-the-art AI models for images, i.e., CNNs
and visual transformers, are primarily composed of transformers and convolutions, where inference and
training times heavily depend on the height and width, i.e., the spatial dimensions of the image, which
are part of the storage format.
JPEG is Designed for Digital Photography. Most images today are stored as JPEG files. JPEG is
designed for digital photography. It lossily compresses images, where lost information minimally distorts
the visual quality of the image. Users capture images for artistic, recreational, and/or communication
purposes and store them using JPEG’s algorithm so that stored images consume significantly less space

1EfficientNet has a higher GPU time than ResNet, although it requires only a quarter of FLOPs due to its more
expensive pointwise operations (ReLU & BatchNorm).
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than their raw versions. Thanks to JPEG’s compression algorithm, storing and transferring images
became much cheaper, which allowed the proliferation of images across the internet and social media.
AI is Diverse. We observe that JPEG is a fixed design. AI problems, however, are diverse. Every
image AI problem has unique characteristics regarding how data should be stored and processed. We
define an AI problem as a quadruple: dataset, AI model, machine, and performance budget. Any change
in any dimension of an AI problem creates a completely new problem and requires a re-design of the
storage. For example, a storage with five milliseconds of inference budget could be completely different
than a storage with a hundred milliseconds inference budget. Therefore, using a fixed design for all
problems is inefficient and can lead to severe performance issues due to excessive data movement.
Thesis. Our thesis is as follows.

Storage determines end-to-end image AI cost. Using a single storage for all problems results
in inefficient image AI systems. Efficient systems need to tailor storage to the AI problem.

Solution: Self-Designing Storage for Image AI. We introduce Image Calculator, a self-designing
storage system for image AI. Figure 2 presents an overview of the Image Calculator. Unlike the
current state of the art, which uses fixed storage designed for a single purpose, such as minimizing
interference with the human eye, Image Calculator automatically generates and manages new storage
for every AI task. Image Calculator achieves this by identifying design primitives for image storage
and creating a rich design space of storage formats based on these primitives, each capable of storing
and representing images at a different trade-off between space, inference/training time, and accuracy.
The Image Calculator determines the optimal storage format for inference and training, given source
data, hardware, and performance budget [12]. It efficiently searches within its design space based on
performance models and locality among its storage formats. Formats with similar features also have
similar performances. Starting from information-dense formats, Image Calculator quickly identifies
high-quality storage candidates, allowing for fast and scalable inference and training. It exploits the
inherent frequency structure in image data to efficiently scale model serving across a large number of
applications. The Image Calculator breaks images into pieces, i.e., frequency components, and stores,
transfers, and processes images frequency by frequency, rather than image by image, as conventionally
done. This dramatically reduces data communication between clients & servers, providing a fast and
scalable inference and training serving [13].
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Figure 2: Image Calculator generates new image storage formats as combinations of fundamental design
primitives. It exploits locality among storage formats for efficiently finding high-quality candidates. It
stores, transfers, and processes images frequency by frequency instead of file by file for efficient serving of
inference and training requests. Domains represent ID values rather than actual values. Sampling ID 4
means no sampling, for example. M1 refers to first AI model, and F1 refers to first frequency component.
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2 Design Space

The Image Calculator adapts storage to a specific AI task. It achieves this by finding design primitives
for image storage and creating a design space of storage formats based on design primitives.
Design Primitives for Image Storage. Creating a design space requires breaking down image
storage formats and understanding their main design primitives. A rich design space encompasses a
large number of candidates, each offering a distinct trade-off between space, inference/training time,
and accuracy. We studied most used image/video storage formats such as JPEG [14], JPEG2000 [15],
Learned JPEG [16], PNG [17], Bitmap [18], WebP [19], HEIF [20], AVC [21], and HEVC [22]. We show
that four main design primitives cover all standard storage formats: (i) Sampling, (ii) Partitioning,
(iii) Pruning, and (iv) Quantization. Sampling defines removing a set of columns and/or rows from
the image. Partitioning refers to decomposing an image into blocks and storing or reading them block
by block rather than as a whole image. Pruning refers to the removal of unnecessary data from the
image. Quantization refers to reducing the magnitude of the values in image data so that they can be
encoded with a smaller number of bits.

These four primitives govern all canonical storage formats. JPEG in its default settings, for example,
samples images at every other row and column, partitions them into 8x8 blocks, and uses a specific 8x8
quantization matrix to quantize every data value within the block with a specific quantization factor.
Learned JPEG, on the other hand, in addition to performing the same sampling, partitioning, and
quantization as standard JPEG, also prunes unuseful data based on a learned model defining which
data items are useful and which are not. Video storage formats follow image storage formats, except
that they use sophisticated algorithms for exploiting the temporal relationship within the video data.
They, too, use similar primitives, such as partitioning, sampling, and quantization when storing data.
Frequency-Domain Representation. There is one design primitive that all standard formats make
the same decision: image representation. Standard formats use a human-recognizable color space
representation of images, such as the red-green-blue (RGB) representation. Recently, several studies have
shown that AI problems can be solved equally successfully by using frequency-domain representation
[16, 23]. This representation enables fast image reconstruction, thereby significantly reducing inference
time. Image Calculator follows this trend of frequency-domain representation, aiming for high efficiency
in AI inference and training. When reading an image, it simply converts the byte stream into a set of
frequency coefficients in a single step and uses it as is to train AI models and perform inference with them.
This significantly reduces image reconstruction time and also enables scalable image representation,
thanks to efficient data pruning, as described later in this section.
Domains for Design Primitives. Design primitives define the fundamentals when storing images.
They are, however, useful only when we know how to perform each design primitive. A domain defines
the set of possible ways to perform a specific design primitive. Every design primitive has its domain.
Every combination of every domain value across all design primitives defines a different storage format,
and all such combinations collectively define the total design space. There are, however, exponentially
many ways to perform each design primitive. An RGB image, for example, can be sampled in an
exponentially large number of ways. Similarly, we can partition the image into blocks of any size and
prune them in an exponentially large number of ways. Consider a block size of 8x8, i.e., images are
partitioned into 8x8 blocks when storing, and assume that we apply the same pruning strategy to all
blocks of the image. How many possible pruning strategies are there for, say, six different block sizes:
8x8, 16x16, 32x32, ..., 256x256? For 8x8 block size, there are 28x8 = 264 possible pruning strategies. For
16x16 blocks, there are 216x16 = 2256 strategies. In total, this makes 28x8+216x16+ ...+2256x256 > 10150K ,
which is beyond any computational capacity to search within.
Dimensionality Reduction. We perform sensitivity analysis for each design primitive to determine
a feasible domain. Our goal is to reach conclusions for each design primitive such that certain values
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of their domains perform significantly better than others. This way, we aim to determine the most
valuable set of design decisions for each primitive and create a feasible yet high-quality design space.
When performing the sensitivity analysis, we fix values of all design primitives except the primitive
under test. We then vary the values of the primitive under test from a very small value to a very large
value and analyze how various AI problems, using different datasets and AI models, perform across
different ranges of values. If we identify a group of domain values that are worse than others, we exclude
them from the domain. If all domain values perform similarly, we uniformly sample a feasible set of
domain values. This way, we identify the most valuable design decisions for each design primitive and
create a high-quality design space.
#1 Sampling. Sampling primitive removes some rows and columns of pixels from the data. It has
two aspects: which sampling strategy to use and which channels to sample. For the first aspect, we use
four sampling strategies: sampling every other column, sampling every other row, sampling every other
row and column, and no sampling. We observe that these strategies effectively cover the range. For the
second aspect, we perform the following analysis. Once they are captured, images are typically stored in
the red-green-blue (RGB) color space. Most standard formats transform them into Y-Cr-Cb color space
before storing them. The reason is that Y-Cr-Cb color space separates brightness information from the
color information. Y channel carries the brightness information, i.e., it is the black-and-white version of
the original image. Cr and Cb channels carry the color information. Standard formats observe that
the human eye is more sensitive to brightness information than to color information. Hence, they use a
more aggressive sampling strategy for the color channels than for the brightness channel. We test this
hypothesis against AI problems and observe that it does not hold for AI problems. Color information
can be equally successful as brightness information for performing various AI tasks. Hence, once the
sampling strategy is chosen, we sample all channels using the same sampling strategy.
#2 Partitioning. Partitioning primitive decides how to decompose images into blocks. We analyzed
six block sizes of 8x8, 16x16, ..., and 256x256. Each block size provides a different representation with
varying accuracy offerings for different AI tasks. We observed that no block size is better than the others.
Hence, we keep all six block sizes and use them as the domain of the partitioning primitive.
#3 Pruning. Pruning primitive removes some data values from the image. It is similar in definition to
sampling but differs in its implementation. Most standard formats store data in the so-called frequency
domain. Once an image is captured, it is usually in a color space, such as RGB. When storing images, most
standard formats perform a frequency transformation, such as the Discrete Cosine Transformation (DCT)
[10], which converts color-space representation into a frequency-space representation. This transformation
is on top of the color-space transformation mentioned in the previous paragraph. Frequency-space
representation allows reasoning about the data. Every value is a weight, i.e., a coefficient for a specific
signal with a specific frequency. High-frequency signals represent fine-grained details on the image,
whereas low-frequency signals represent coarse-grained information, such as the shape of a human
body. Standard formats profile the human eye and observe that it is more sensitive to low-frequency
signals than to high-frequency signals. Hence, standard formats compress high-frequency signals more
aggressively than low-frequency signals, providing efficient storage.
Low-Frequency Coefficients Are Much More Useful Than High-Frequency Coefficients. We
use the frequency structure in image data to design the pruning domain. We test four pruning strategies.
As an image is a two-dimensional data, i.e., a two-dimensional signal, frequency transformation includes
signals whose frequencies increase vertically and horizontally. In our first pruning strategy, we always
retain the lowest horizontal and vertical frequency signals and prune everything else. As we prune less
and less, we add higher and higher frequency signals, both in the horizontal and vertical dimensions.
In our second pruning strategy, we always retain the highest frequency signals in both horizontal and
vertical directions. As we prune less and less, we add lower and lower frequency signals both at horizontal
and vertical dimensions. In our third and fourth pruning strategies, we retain the highest horizontal
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and lowest vertical frequency signals, as well as the highest vertical and lowest horizontal frequency
signals. Again, we add more and more signals in the opposite direction as we prune less and less. The
third and fourth strategies test whether horizontal or vertical frequencies play a different role in image
AI problems. We compare each strategy based on their performance using various AI problems. We
observe that low-frequency signals have a clear superiority over all other types of signals. Hence, when
pruning, we first prune the highest frequency coefficients at both horizontal and vertical dimensions
and prune lower and lower frequency signals as we prune more. This constitutes the domain of the
pruning primitive. For a given image, there is now a strict order and a small number of possible pruning
strategies in terms of what signals should be pruned and what signals should be retained.
Removing Frequency Coefficients Allows Scalable Representation of Images. Eliminating the
unuseful frequency signals has two advantages. First, it allows for significantly reducing the data size, as we
physically remove some values from the dataset. Secondly, it provides a scalable representation of images
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Figure 3: Image Calculator removes frequency coeffi-
cients outside the boundary of the chosen triangle.

in the main memory. We eliminate unuseful
frequency signals outside the boundaries of
the chosen triangle, as shown in Figure 3. As
a result, the spatial dimensions of the image
are reduced. For example, the image size in
Figure 3 is reduced from 256x256 to 24x24
after we remove the frequency signals outside
the chosen triangle. This reduction in terms
of the spatial dimensions of the image allows
for reducing disk I/O, decoding, PCIe times,
and also GPU time.
#4 Quantization. Quantizing a value refers
to dividing it with a quantization factor and
rounding it to its nearest integer. This reduces
the magnitude of the values, allowing them to
be encoded with a smaller number of bits. Quantization is essential for reducing the consumed space,
though it does not affect PCIe and GPU times and only minimally affects disk I/O and CPU decoding
times. Even a small degree of quantization, e.g., quantizing with a small factor of 2, dramatically reduces
the amount of data stored. This is because every value becomes smaller and hence needs a smaller
number of bits to encode. Furthermore, as the values decrease, the number of repetitions across all values
within the dataset increases. Modern encoding algorithms such as DEFLATE [11] exploit repetitions
in the data and use a symbol table, where the most frequently occurring data items are encoded with
the smallest number of bits. As values are quantized more and more, they get closer to each other and,
hence, benefit more and more from repetitions. The trade-off is to quantize values as much as possible
without losing much accuracy. In our experiments, we observed that quantizing values up to a factor of
20 typically does not result in any accuracy loss. Quantizing with factors larger than 20 results in an
accuracy loss, and typically in proportion to the quantization factor. Hence, we choose 20 as the minimal
quantization factor and select 50 and 100 for medium and high degrees of quantization, respectively.
Desing Space: ∼4K Storage Formats. Having defined the domains, we can now count the total
number of elements in our design space. There are three quantization factors, four sampling strategies,
six block sizes, and as many pruning strategies as the dimension of each block size. This variation in
total sums up to 4104 storage formats, which is large yet feasible enough to search within.
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3 Inference Time

Having defined the design space, Image Calculator first reduces inference time by adapting storage to
the AI task. It assumes the AI model is part of the AI task and, hence, user-specified. It aims to find
the best-performing storage formats across various inference time budgets, allowing users to decide
which storage format works best for their own use case. Image Calculator uses performance models
to achieve this. A performance model is a predictive model that maps every element in the design space
to a metric of interest, such as inference time, space consumption, or accuracy. Building a performance
model for inference time and space consumption is straightforward, as hardware is easily accessible
today through various cloud vendors, and it is inexpensive to profile hardware and obtain real-life
measurements. Building a performance model for accuracy is a challenging task. The brute-force method
would train an AI model for each storage format in the design space and offer an accuracy-cost trade-off
across ∼4K candidates. This, however, means thousands of AI model training and is prohibitively
expensive.
Bucket Sampling Reduces Accuracy Model Construction Time by 3x. Image Calculator uses
sampling, interpolation, and transfer-learning-based methods to construct a performance model for
the accuracy metric efficiently. We first observe a diminishing return relationship between inference
time and accuracy. As storage formats become increasingly costly in terms of inference time, they also
deliver higher accuracy. This is because high inference time implies expensive storage formats, which
are characterized by high information density and, therefore, deliver high accuracy. Image Calculator
exploits the diminishing returns curve and performs bucket sampling over the design space of storage
formats. It first partitions the design space into a set of buckets, where each bucket contains storage
formats with similar inference times. It then performs bucket sampling such that the sampled buckets
define the overall shape of the trade-off curve reasonably well. It then trains an AI model specifically for
the storage formats included in the sampled buckets. We show that this reduces the number of storage
formats for which Image Calculator requires training an AI model from scratch from ∼4K to ∼1.3K, i.e.,
provides about 1/3 of savings.
Transfer Learning Further Reduces Accuracy Model Construction Time by 10x. We observe
that storage formats in Image Calculator’s design space are correlated. Consider the storage format that
uses 16x16 blocks, prunes all frequency signals except the lowest four, and employs no sampling, with a
quantization factor of 20. This storage format stores the data only slightly differently than the storage
format that uses the same block size, sampling strategy, and quantization factor but prunes all frequency
signals except the lowest five. Therefore, an AI model trained with a specific storage format could share
its learned model parameters, i.e., weights, with other storage formats to accelerate their learning. In
deep learning literature, this is referred to as transfer learning. Image Calculator trains only one AI
model from scratch using the storage format that includes the highest amount of information, i.e., the
format that is least pruned, sampled, and quantized. It then shares its weights with all other sampled
storage formats. We analyzed four transfer learning strategies: (i) successively going backward from the
most information-dense format to the least information-dense format in a sequential manner, (ii) going
forward from the least information-dense format to the highest information-dense format in a sequential
manner, (iii) parallel transfer learning where all formats learn from the highest information-dense format,
and (iv) parallel transfer learning where all formats learn from the lowest information-dense format.
We observe that the first transfer learning strategy, which involves successively transitioning from the
most information-dense format to the least information-dense format in a sequential manner, yields
the highest performance. Hence, we chose this as the Image Calculator’s transfer learning algorithm.
We show that transfer learning further reduces the accuracy model construction cost by 10x, as every
storage format now needs ∼10x less number of epochs to train its AI model for achieving a similar level
of accuracy.
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Interactive Exploration of Trade-Off. Overall, bucket-sampling, interpolation, and transfer learning
bring about ∼30x reduction in computing a performance model for accuracy, compared to the brute-force
method of training ∼4K AI models. Once performance models are built, the user can interactively
explore the design space and its various trade-offs, making an informed decision on which storage format
to use and what accuracy to expect at runtime. Furthermore, all applications using the same dataset but
different resource budgets can use the same accuracy-time/space models to make their decisions. As AI
applications are typically deployed at a scale of millions across various types of hardware and software
platforms and capacities, performance models offer efficient and scalable means for determining the
right storage format for each application. We demonstrate that Image Calculator’s storage formats can
reduce inference time by up to 14.2x and consume space by up to 8.2x with little to no loss in accuracy
compared to JPEG and its recent variants across diverse datasets, AI models, and AI tasks [12].

4 Training Time

Next, the Image Calculator aims to reduce training time. Training time encompasses storage format
search time, AI model search time, specifically neural architectural search time, and hyperparameter
optimization time. There are two challenges in reducing the training time. The first one is reducing
storage format, architectural, and hyper-parameter search times. The second one is performing data
augmentation in the frequency domain.
Reducing Storage Format Search Time via Unsupervised Learning. Image Calculator reduces
storage format search time by using unsupervised learning. It exploits locality among storage formats in
its design space. Closely related storage formats also exhibit similar performance. Image Calculator
trains an AI model that creates one embedding for each storage format. It then starts with the densest
storage format and traces lower-budget storage formats that are closest to it by keeping at least one
storage format per inference time budget. It stops when it hits the most sparse storage format. Training
an AI model that computes embeddings requires a single AI model training. Finding the densest storage
format is a constant-time operation, as we know which storage format is densest in Image Calculator’s
design space, which is usually among the top-performing storage formats. Tracking back to lower-budget
formats that are close to the densest format is also inexpensive, as it involves simply computing cosine
similarity across a range of storage formats. As a result, finding high-quality storage formats using
unsupervised learning is highly efficient, costing roughly the same as training a single AI model and
allowing for scalable storage format search times. We demonstrate that unsupervised learning can identify
storage formats with up to 10% higher accuracy than randomly chosen storage formats. Furthermore,
they have only 3-5% lower accuracy than the optimal storage formats, which would take hundreds of AI
model training using transfer learning, as described in the previous section.
Scaling Neural Architecture Search and Hyper-Parameter Optimization Time via Cheap
Storage Formats. Having found a family of high-quality storage formats, Image Calculator performs
neural architecture search and hyper-parameter optimization with one of these formats. The user provides
two performance budgets: training time budget and inference time budget. The Image Calculator
performs architectural and hyper-parameter searches using a storage format that fits within the inference
budget, as much as the training budget allows. To illustrate, if the user has an inference budget of
100 microseconds, the Image Calculator determines which storage format, among those produced by
its unsupervised learning algorithm, fits within the 100-microsecond budget. It then performs the
architectural and hyper-parameter search with that format. This way, it finds the optimal architecture
and hyper-parameter for that specific storage format, which allows searching for small training budgets
that would otherwise not be possible and/or yield very poor qualities. Image Calculator can work
with any neural architecture search algorithm, such as weight-sharing [7], neural predictor [24], and
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zero-cost [25] algorithms, and any hyper-parameter optimization algorithm, such as sequential [26], and
synchronous [27] and asynchronous [28] parallel methods.
Data Augmentation in Frequency Domain. Most neural architecture search studies perform
repeated model evaluations, i.e., they train different candidate neural architectures at least partially
to evaluate how high/low quality they are. Training an AI model requires data augmentation, such
as randomly cropping and resizing different parts of the image and horizontally or vertically flipping
the images. Data augmentation today is performed in the visual RGB domain. The Image Calculator
uses data augmentation algorithms in the frequency domain. This enables the elimination of the costly
image reconstruction phase during training, significantly improving individual training times. It employs
existing digital signal processing algorithms for basic image manipulations in the frequency domain, such
as block composition/decomposition and sub-band approximation, and implements nine popular data
augmentations based on various combinations of these algorithms. This way, it can accelerate individual
training time by up to three times.

5 Model Serving

Model-serving systems aim to provide fast and efficient inference [29–33] and training [34] at scale,
where scale is defined by the number of applications concurrently submitting requests with varying
latency/time and accuracy requirements. In its next step, Image Calculator scales inference and training
times across a large number of applications. Model-serving systems use sophisticated algorithms to
optimize resource efficiency, prediction latency, and accuracy jointly. The trade-off typically arises from
using various types of AI models with differing cost-accuracy trade-offs. Existing studies all rely on a
fixed storage, e.g., JPEG. Image Calculator replaces JPEG with its own design space of storage formats,
thereby dramatically reducing all data movement costs. Additionally, the Image Calculator leverages
the inherent frequency structure in image data to incrementally perform inference and efficiently share
data during training. It breaks images into pieces, i.e., frequency components, and transfers, stores, or
processes images frequency component by frequency component rather than file by file, as conventionally
done.
Inference Serving: Adaptive AI Model and Storage Selection with Incremental Computation.
When serving for inference, Image Calculator communicates with registered applications and asks only
for the first set of frequency components for a batch of images. It then performs inference by using only
these first frequency components for all images. For those images in which the Image Calculator reaches
a threshold of confidence score, it finalizes the image AI task and returns the results. For those who do
not, the Image Calculator requests additional frequency components and continues performing inference
until it reaches a threshold of confidence score for all images in the batch. This way, it transfers only as
much data as necessary for each image, which dramatically reduces data movement and processing costs
when serving for inference. The Image Calculator performs inference using an ensemble of AI models.
It uses an adaptive model and storage selection algorithm. Given a latency budget, it starts with a
large ensemble of AI models over sparse storage formats. As more and more frequency components are
transferred over the network, it reduces its ensemble size while increasing the density of the images
with newly arriving frequency components. Its goal is to support sparse storage formats with large
ensembles, allowing it to reach high confidence early and minimize data movement over the network.
Image Calculator proactively prefetches the next frequency components while running the ensemble of
AI models, overlapping AI model execution time with data transfer time to reduce end-to-end latency
further.
Training Serving: Sharing Data Across Frequency Columns. When serving for training, Image
Calculator uses a collaborative training algorithm for all AI models it maintains in its pool and their
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variants to perform inference with varying numbers of frequency components. Like its inference-serving
component, Image Calculator uses the inherent frequency structure within image data for efficient
training. It stores images frequency-component by frequency-component instead of file by file. Every
image has a fixed number of frequency components, and each frequency component is represented as an
array of values. Storing images using the frequency structure is similar to storing a relational database
table column by column rather than row by row. In this analogy, a relational table corresponds to
a batch of images, a row corresponds to an individual image, and a column corresponds to a specific
frequency component across the entire batch of images. In Image Calculator’s pool, there are AI models
that recognize an increasing number of frequency components. Storing images based on frequencies
allows for efficient data sharing across AI models that use a similar set of frequency components. The
Image Calculator co-locates such AI models and shares the I/O cost among them during training. This
dramatically reduces the I/O cost, as otherwise, Image Calculator would need to create a separate file for
every version of the image, even though they are part of the same storage, and would need to perform a
separate I/O operation for each. We demonstrate that Image Calculator reduces I/O costs by up to 9x,
thanks to its data sharing scheme over frequency columns [13].

6 Summary & Future Work

Image Calculator is a self-designing storage system that creates and manages storage tailored to a
specific image AI task. It builds a design space of storage format, where every format offers a different
accuracy-cost trade-off in terms of accuracy, inference/training time, and space consumption. It uses
performance models and locality among storage formats to efficiently search for high-quality candidates.
It breaks images into frequency components and stores, transfers, or processes them frequency by
frequency, rather than file by file, for efficient serving of inference and training requests.

The AI stack has been heavily optimized, from the infrastructure layer, which uses massively parallel
architectures with high memory bandwidth [35], to the framework layer, which employs libraries with
efficient performance tuning methods, such as operator fusion and just-in-time compilation [36]. Storage
has been the only component that is “general purpose”, meaning it is not specialized for AI. Image
Calculator challenges this convention and makes the case for an adaptive storage for image AI tasks. It
opens the black box of image storage and sets an ambitious goal: to have AI storage for images that can
replace JPEG.

In its next steps, we aim to expand Image Calculator’s design space for better and cheaper formats,
as well as for new domains and problems such as health [37], autonomous vehicles [38], 3D image
reconstruction [39], and video games [40]. Given that neural architectures have design spaces that
are orders of magnitudes larger than Image Calculator’s design space (1021 vs. 4K), the potential is
huge. The Image Calculator’s idea is simple and can be applied to other data types, such as video
and text. For example, information retrieval systems use similar primitives to Image Calculator for
efficient text processing, such as sampling [41], pruning [42], and quantization [43]. The Image Calculator
enables the reimagining of the entire image AI pipeline in terms of how data is moved and processed,
from bits to the system level. We plan to enhance Image Calculator to an end-to-end data system
that holistically manages all data objects produced and consumed by an image AI pipeline, such as
activation maps and gradients [44]. Image Calculator makes inference a viable option on CPUs, offering
a new cost-performance trade-off. CPUs are equipped with a variety of micro-architectural features that
database workloads have long been using [45–51]. We plan to study novel data systems that provide fast
and scalable performance on CPUs by efficiently using micro-architectural resources.
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Abstract

Modern data systems are more and more capable and efficient at processing large volumes of
data, both unstructured and structured. However, an open challenge is to build a comprehensive
automated system for end-to-end data science, from data discovery and exploration to visualization
and statistical modeling. We introduce the notion of an "AI-enabled data-to-insights" system, and
describe an architectural framework comprised of user-agent interactions, AI-powered automation,
execution optimization, and specialized storage and infrastructure. For each of these layers in the
framework, we outline the current challenges and we outline our vision of different system components
and tools towards building an integrated data-to-insights system. Finally, we present an overview on
our benchmarking efforts and preliminary results that motivate further research to guide the design
of novel architectures to process data intensive and multimodal workloads.

1 Introduction

Data-powered AI systems have revolutionized the interaction between humans and information and
drastically accelerated scientific research, business intelligence, and data-powered analysis. Systems
based on Large Language Models (LLMs) and Foundation Models (FMs) have automated much of the
engineering of applications and data analysis pipelines. These tools can perform sophisticated processing
of large collections of structured and unstructured data, including tabular data, text, images, and video.
Until recently, data science applications relied on extensive and brittle hand-engineering and human
expertise to design, implement, deploy, and debug. As a motivating example, consider the following data
science pipeline detailed in Figure 1, inspired from real experiments performed by the scientists in [15].

In this example, a biomedical researcher is investigating “small cell lung cancer”, a particular type of
lung cancer which is characterized by a high percentage of patients relapsing after receiving treatment.
The researchers set up a clinical study to analyze the genome evolution of tumor cells in patients
before, during, and after treatment. During the course of the study, biological samples are obtained by
hospitalized patients, together with medical reports handwritten by hospital doctors; structured data
from laboratory examinations, e.g., blood sampling; imaging data from MRI scans and cell histology;
and genomics data from the biological samples.

Some of the key data-driven steps involved in the scientific research are:

1. Classify biological samples corresponding to small cell lung cancer, based on imaging and genomic
data.
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Figure 1: An example data-to-insight pipeline inspired from [15]. To answer and obtain insights about
a clinical research question, biomedical researchers are required to manually integrate and process
multimodal data.

2. Track samples collected during therapy; identify their lineage and evolution in individual tumor
locations.

3. Align data obtained through different sources, including MRIs, blood samples, and clinical data to
identify interesting patterns associated with relapse probability.

Through a complex data-driven pipeline, involving both significant computation and human effort to
label and clean data, the authors of the study hypothesize that relapse probability and occurrence are
highly correlated with a specific gene mutation (Figure 1, right plot extracted from [15]). Although the
authors of [15] carried most of the steps in the pipeline through manual labor and domain expertise, we
envision that AI technology will soon enable fully automated and/or low-code workflows.

Fulfilling this vision with current technology requires a full stack of data/AI processing systems and
tools. In Figure 2, we detail three abstraction levels of such a mature data-oriented AI stack and some
of the individual components we are building towards this vision:

• Closed-Loop Human/Agent Interfaces: current AI systems are heavily focused on textual
input/outputs and single users. We envision data-driven applications that can leverage LLM
capabilities beyond purely chat-based interfaces, including tools to formally design and execute
agentic pipelines, and support a collaborative end-to-end data science process. Furthermore,
a mature data-to-insight system must feature automated AI components as first-class citizens.
For data science applications, we expect intelligent agents to be in charge of fully automating
end-to-end pipeline building as well as integrating multimodal data without the need of extensive
human labeling or transformations.

• Execution Optimization: complex systems that include LLM processing capabilities presents
novel architectural challenges. Often, their performances are hindered by processing costs and
latency, as each inference operation requires expensive memory and computation. We envision an
integrated system that includes several optimizations to execute AI workloads including dynamic
model routing and cost-based optimization of semantic operators.

• Metadata-Aware Storage and Retrieval: data-to-insight pipelines often process and generate
large amounts of data. Systems must include specialized solutions to handle infrastructural and
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Figure 2: An overview of the components we are building towards an AI-enabled data-to-insight system.

storage challenges optimized vector storage and algorithms for retrieve-augmented generation
(RAG), components to manage cache and user interaction logs to improve pipeline efficiency and
quality over time, and interfaces to exchange data with external systems.

In the remainder of this paper, we outline some of the research opportunities and concrete steps we
are undertaking to build such an AI-enabled data-to-insight stack and address the challenges of current
data-oriented AI systems. In Section 2, we discuss our vision for the architecture of data-to-insight
systems and detail the features that we deem fundamental to implement in such systems. In Section 3, we
describe the human/agent interface layer for pipeline design, including a specialized user-agent interface,
an automated system for explainable pipeline building, and the challenges multimodal integration. In
Section 4, we highlight the challenges of optimizing the execution of complex LLM-powered pipelines,
and outline a proposal for a cost-based optimizer and a model serving system. In Section 5, we introduce
metadata-aware storage and retrieval to empower reasoning in data-to-insights systems, including a
join-aware retrieval framework, an offline data enrichment framework, and a reusable cache and log store
component. In Section 6, we discuss the challenges of benchmarking data-to-insight systems and present
a novel benchmark with initial experiments that motivate the need for further development. Finally, we
conclude the paper with an outlook on the open challenges in Section 7.

2 Data-to-Insights Systems

The production and consumption of data-driven insights is often a collaborative process involving
multiple human roles and a diverse technology stack. Contributors, e.g., data engineers, have the
technical expertise to build data-to-insight pipelines; authors, e.g., data analysts, use these pipelines to
produce data artifacts; and consumers, e.g., business stakeholders, have the domain expertise to make
decisions based on the insights derived from the artifacts. All parties possess specialized knowledge
but require collaboration to leverage the unique expertise of all actors involved. Without seamless
collaboration, changes to software pipelines, data artifacts, or insights can lead to costly coordination
and time-consuming feedback loops. Our vision for mature AI-assisted data-to-insight systems includes
specialized components to address these socio-technical challenges, including assisted development
systems, user-agent interfaces, and specialized storage and retrieval components.

Contributors conventionally assemble data pipelines using diverse tools: integrated and interactive
programming environments, i.e., Jupyter notebooks or IDEs, GUI-assisted tools, i.e., spreadsheets or
dashboard builders, and ad-hoc scripts in a variety of languages, i.e., bash or SQL. While each step in
the pipeline may be individually inspected and debugged, the overall end-to-end data flow cannot be
easily revised or optimized holistically.
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Existing code generation agents [2, 4] that leverage LLMs or automated systems can save contributors
time and enable quicker design and development. However, when the generated code does not work
as intended out-of-the-box, users who don’t understand the code struggle to debug its subtle issues
or provide high-level feedback to coding agents [23, 33, 38]. This highlights the need for intermediate
computational results and human-in-the-loop feedback in a tight development loop to debug artifacts
produced by automatically generated pipelines. Consequently, the productivity wins offered by traditional
coding assistant agents do not necessarily entail quicker insights, particularly for complex data pipelines
where contributors, authors, and consumers have to collaborate to discover new data insights. To address
these inefficiencies, we envision a system that supports AI-mediated collaboration across the life cycle
of data artifacts. We aim to make the production of data artifacts substantially cheaper and faster by
dramatically reducing the coordination overhead between human and AI agent actors involved, thus
improving the productivity of each participant. Rather than eliminating human collaboration, we aim
to augment it through intelligent tooling and tighter feedback loops.

A full-fledged system that realizes this vision should include a few crucial features:
Closed-loop human/agent interfaces: The system should cover the end-to-end life cycle of data

artifacts. The system should include an AI agent that constantly reads and revises the data artifact to
detect missing, inconsistent, or obsolete information. When possible, it will take action to fix the artifact,
such as updating a pipeline, searching a data lake for a piece of missing information, or answering a
collaborator’s question directly without bothering the responsible author. In other cases, it should warn
end users about potential problems. Such a “closed loop” will allow feedback from the consumer of a
data artifact to be communicated upstream to the author, and thereby exploited by both humans and
AI programming tools. As a result, domain expert consumers can give direct artifact feedback and in
many cases see a refined artifact before the author does any work at all. Further, this closed loop can
facilitate the connection between the author and contributors of a data artifact, as the contributor might
add query results or crucial facts that become part of the overall data artifact.

Execution Optimization: Considering the costs and latency associated to the execution of AI
operators, a mature system needs a dedicated and optimized execution layer. Within this layer, calls to
LLMs and FMs are considered physical operators, and optimization proceeds through the exploration of
many equivalent plans to meet a user-defined mix of cost, latency, and quality. Example optimizations
include (i) leveraging a spectrum of models with different cost-accuracy tradeoffs, (ii) partitioning,
caching, or summarizing inputs to reduce the effect of context-length costs, or (iii) batching requests
on the fly to ride out bursty demands. Because the quality of LLM outputs is stochastic and hard
to predict, a key challenge of execution optimization is estimating the cost/quality curves online and
identifying a Pareto frontier of physical operators.

Metadata-aware storage and retrieval: The social process of creating data artifacts produces a
large amount of data that is currently not leveraged in conventional data systems. Unlike most of today’s
data pipelines, lineage of data artifacts must be explicitly stored and retrieved, allowing versioning,
iterative refinement, and reuse. The system should leverage these precious metadata as part of the
artifact production process. Examples include information about customer state, the responsibilities
of individual contributors, the connection string for particular databases, and verbal claims made by
collaborating institutions.

In the remainder of the paper, we detail some of the prototype components of this architecture that
we are actively developing towards a full-fledged AI-enabled data-to-insights system.
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Figure 3: An early prototype of the Sunroom system, with a chat box (A) on the left hand side, and
three code and output panels on the right hand side illustrating the pipeline: (B) runs a SPARQL query
on a knowledge graph and returns a table; (C) cleans and prepares the data in Javascript, returning
a modified table; and (D) uses a Javascript plotting library to visualize a bar chart. The highlighted
content in the code and output panels represent recent code changes by the agent and output annotations
left by the user, illustrating how the system enables human-agent feedback loops both on code and data
artifacts.

3 Human/Agent Interfaces for Pipeline Design

In this section, we describe the main components we envision in a closed-loop framework for automated
pipeline design and deployment. We introduce Sunroom, a prototype user interface for integrated
pipeline design and debug; we describe the design space for automated, agentic pipeline design; and we
outline the challenges and opportunities of multimodal data within data-to-insight systems.

Sunroom is a data pipeline builder that combines a comprehensive chat experience with a shared,
live dataflow execution environment. Irrespective of the user being a data engineer, analyst, or consumer,
our system can streamline iterative data artifact development with the assistance of an AI expediter.
Sunroom incorporates several essential components:

• A user interface that enables the user to engage with the agent, pipeline source code, and data
artifacts

• An agent interface to facilitate interactions with a coding oracle

• A workflow repository with source code and configuration files

• An execution result data store

• A task orchestrator with associated execution workers

In traditional data orchestration systems, the user has full, direct control to coordinate pipeline execution,
but there is little room for an agent to assist the user in determining their data orchestration tasks;
the source code and data repositories are available only for the benefit of the orchestrator, workers,
and broader execution environment. Conversely, in AI-IDE systems, an automated coding agent takes
the place of the user in having full, direct control; the user is only able to instruct the agent to make
code changes, but the lack of intermediate result visibility hampers their ability to evaluate pipeline
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correctness (as in these domains, correctness is determined more by the transformations applied on
the data and consequential data output than the specific program behavior). Sunroom addresses these
challenges by providing both the user and agent with full visibility into the source code, execution
results, and orchestration of workflow tasks, allowing both humans and AI agents to provide feedback
and input to any stage of the processing and output workflow. This is a notable departure from the
code-generation features of existing workflow engines that employ LLM-driven features [1, 3, 41], as
LLM-driven code changes are scoped to one pipeline step at a time and are not data-aware unless the
user manually adds the context into the conversation (at time of publication).

While the five aforementioned components are essential for a Sunroom-like system, the primary
challenge lies in representing the environment such that both humans and agents are able to digest critical
information and take action in near real-time. For example, when working at scale or in production,
debugging ETL pipeline issues would be served well by an application like Sunroom, but tables too large
to fit in memory are also too large to fit in context for RAG queries; however, giving value-level feedback
for agentic revision can be a challenge when tables are conventionally compressed. In larger-scale
scenarios, approaches to execution optimization as in Section 4 stand to play a major role in realizing
this type of application.

We envision the evolution of human-agent interfaces to support more sophisticated and adaptive
execution behavior: as these systems accumulate historical execution data through continuous interaction,
an automated orchestrator could dynamically prompt users for appropriate feedback or run longer
sequences of the pipeline in full autonomy.

3.1 Explainable Pipeline Design

LLMs have demonstrated impressive capabilities to automate code generation, structured data querying,
and semantic understanding [14, 32, 45]. While they can assist with coding and some semantic reasoning,
they often lack deep contextual awareness of a given project’s nuances. Moreover, data workflows are
often iterative and non-deterministic, requiring constant adaptation based on intermediate results and
human intuition. To address this gap between LLM capabilities and the needs of real-world data science
we explore an agentic approach—one where LLM agents do not simply assist in isolated tasks but also
help with orchestrating and optimizing entire workflows, intelligently coordinating different agents to
construct, execute, and refine data pipelines dynamically.

In AI-assisted pipeline design, the fundamental "black box" nature of LLMs makes errors unpre-
dictable and inconsistent, even across similar inputs. Hence, trust, explainability, and transparency
of automatically produced pipelines remains a significant barrier, as users struggle to determine when
model outputs can be accepted without verification. These challenges necessitate thoughtfully designed
human-agent interfaces that:

• Support to build customized data processing pipelines through an intuitive, visual, drag-drop
interface.

• Enable human feedback both at an individual operator level as well as at the broader pipeline level.
The feedback should be stored and leveraged to improve the quality of subsequent executions of
the pipelines.

• Annotate the output for individual steps of pipelines with confidence metrics to address accuracy
concerns and provide greater insights into automatically generated results.

• Label operators with complexity and security requirements, for which users can provide test-cases
which are automatically run during the execution of the pipeline.
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We envision an agentic framework that fulfills the above features and enables data scientists to
author pipelines at a higher-level of abstraction than before. An orchestrator agent will be in charge of
understanding natural language directives, designing a pipeline of steps to reach the desired output, and
finally invoking specialized agents to implement the pipeline steps. At the core of this agentic approach,
we identify the following fundamental features:

Agent Primitives: A successful automated data-to-insight pipeline is predicated on a set of verified
and trustworthy specialized agents. To design such agents, it is necessary to define the set of primitive
operations that must be implemented by each individual operator. One of the challenges is that different
pipelines on diverse datasets and domain may have unique features, e.g., geographical data may require
spatial reasoning while biomedical genomics data may require sequence alignment.

Pipeline Orchestration: We define orchestration as the challenge of determining which agents
to execute next at a given moment in time. Orchestration can be implemented statically (e.g. with
pre-defined trigger rules for each agent) or in a more dynamic fashion (e.g. with a coordinator determining
which agents to execute next). Effective orchestration must have three attributes: context management,
to ensure that the correct agents are invoked when necessary; responsiveness and adaption to changes in
the workload input(s) as well as its intermediate state; resilient execution handling, to be able to recover
and correct run-time failure.

Self-Adaptation to Downstream Feedback: A real world data-to-insight workflow typically
has an exploratory nature, with subsequent iterations of pipeline design and implementation depending
intermediate outputs and insights obtained from available data. Therefore, a truly automated system
must include a closed-loop framework, automating the feedback process. One of the challenges of building
pipelines that can self-adjust to downstream outputs, is the diversity of formats for the data artifacts
produced. For example, outputs of pipelines may be qualitative in nature (e.g., textual reports, or visual
artifacts); quantitative data (e.g., a set of measures); or even statistical models (e.g., a regression model).
Hence, to automatically parse useful downstream information, it is necessary to define a comprehensive
and well-designed space of feedback signals.

3.2 Multimodal Integration

Foundational models can embed text, images, and other modalities in a shared vector space [34, 46].
As natural-language queries may also be encoded as vectors, multimodal question answering can be
achieved using the Retrieval Augmented Generation (RAG) paradigm [27], by fetching the most similar
documents to the query and having LLMs generate an answer grounded on evidence. However, this
paradigm has several shortcomings for large and multimodal data inputs:

Offline preprocessing: As embedding models have usually limited contexts for input data,
documents must be chunked (in sentences, lower resolution images, etc.) and/or possibly transpiled
(i.e., non-textual inputs are described as text ) at indexing time, before the question-answering stage.
Query-agnostic chunking often degrades retrieval for complex reasoning, and query-aware chunking for
multimodal data is still little studied.

Query-agnostic similarity: Vector search may returns data semantically similar to the query, but
not necessarily the most fitting for the output of the query itself. Consider a multimodal query seeking
for the brand of a dress in a photo, for instance, may yield images with similar poses instead of ones
highlighting the garment. To overcome this gap, methods such as query rewriting [7], decomposition [39],
or enriching structured data with graphs [18] are necessary.

Inter-modality gap: Verbalizing data in non-text modalities into a textual description is a popular
approach for multimodal data processing. However, some aspects of multimodal data are difficult to
capture with only transformer models and natural languages. For example, if two portraits have similar
lighting designs, image models are better suited to reason about the connection than textual descriptions.
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Towards this end, we propose multimodal embedding ensembles, a method of representing multimodal
data entries with sets of embeddings from all applicable models. Multi-vector search primitives can
subsequently help with the retrieval.

We have seen the unique features of human/agent interfaces for pipeline design. Implementing and
using a full-fledged AI-enabled system is associated with extensive computation using large models.
The next section details our vision on optimizing the execution of LLM-based operators to provide the
scalability and efficiency required for complex data-to-insights pipelines.

4 Execution Optimization

The use of LLM-powered systems to automate the design of data pipelines and provide semantic
capabilities to data operators [29, 31, 43, 48] often comes with scalability and cost concerns. In this
section, we outline the challenges of executing large workloads of LLM-powered operators at the scale
required for data-intensive processing pipelines such as data-to-insight pipelines. First, we will describe
Abacus, our proposed framework to optimize the quality, cost, and latency of data pipelines using LLM
operators. Then, we introduce Ken, a component to provide data-to-insight systems with fine-grained
control over model serving, to expose more cost-accuracy-latency trade-offs while boosting inference
throughput.

The execution cost of LLM-powered operators is dominated by three primary bottlenecks:

• Cost/accuracy granularity: A single “best” model exposes only one latency–quality operating
point. A data system instead requires a continuum of trade-offs to provide cheaper or more effective
executions.

• Context length: LLM computation scales quadratically with the number of input tokens. Large
data inputs often exceed the context window current hardware can process efficiently [30].

• Burstiness: The volume of data processed in AI workloads is non-stationary but characterized by
interactive spikes that may constrain model performances.

A mature data-to-insight system that leverages extensive AI-based operators must include an
optimization layer to guarantee scalable and affordable execution for data pipelines. Inspired by
relational operators [19], recent systems [22, 29, 40, 48] proposed declarative frameworks for semantic,
LLM-based operators. The core design of these frameworks is to identify of logical and physical operators
that implement a specific AI-based program (a sequence of semantic operations), and then to explore
the space of equivalent implementations of such program as to optimize a given user requirement. The
challenges of semantic optimization lie within the nature of LLM systems: due to their non-deterministic
behavior and high processing cost, the execution of a plan may lead to varying degrees of output quality,
economic cost, and latency. The Pareto-frontier of possible implementations is hard to explore because,
unlike relational operators—semantic operator quality is uncertain, and we lack principled methods to
quickly and cheaply estimate physical operators’ performance.

4.1 Cost-based AI optimization

We propose Abacus [36], a general-purpose, extensible optimizer that can optimize the execution of
LLM programs with respect to output quality, dollar cost, or latency. Abacus can optimize either
along individual dimensions, e.g., having the best quality irrespective of the execution costs, or perform
constrained optimization with respect to constraints on different dimensions of system performance, e.g.
having the best possible output quality subject to an upper bound on cost.
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The core intuition of Abacus is inspired by the Cascades query optimizer [17]: we implement rule-
based transformations to define a space of physical plans. Each operator defined in a program can be
executed with a set of equivalent physical implementations: for example, using LLM tools to perform
a semantic filter out data records can be implemented using different models, or different prompting
strategies. To address the aforementioned challenge of predicting the performances and cost of different
physical implementations, Abacus models the problem of finding useful operators as an infinite-armed
bandit problem [5, 6]. Given a sample execution budget (e.g., a fixed amount of LLM calls), Abacus
samples the performance of equivalent physical implementations on a subset of the data inputs and
builds a Pareto frontier of implementations. To accelerate the search process and increase the quality of
the estimates, Abacus can leverage prior beliefs about operator performance, e.g., if larger models are
known to be more expensive, it will avoid repeated samples to estimate their costs. Finally, in order
to support constrained optimization objectives, we extend the traditional Cascades algorithm to keep
track of the Pareto frontier of physical plans. For more details about the optimization and estimation
processes of Abacus, we refer readers to [36], where we also provide experimental evidence that these
algorithmic contributions help Abacus obtain consistent Pareto-optimal pipeline executions.

4.2 Dynamic Model Routing

A dedicated execution optimization layer for data-to-insight pipelines should not only entail declarative
optimization: an orthogonal problem lies in the availability and provisioning of a broad and diverse set
of model configurations to choose from. Without diverse model alternatives for serving LLM requests,
the space of available physical optimizations is restricted.

Consider the example of having two models available for a given task, a tiny and a large model
variant. The former may be too inaccurate, while the latter may incur unnecessary cost, limiting the
optimizer ability to make effective trade-offs. Hence, the efficiency of these trade-offs also depends on
how effectively the underlying system can serve these models. We argue that alongside declarative
optimization, a dynamic and highly configurable model serving environment is essential to fully unlock
AI-enabled data-to-insight systems.

For a given hardware provisioning, we can add points to the latency-accuracy trade-off curve by
adopting model cascades [49] as an effective mechanism to trade off lower computational cost (e.g.,
FLOPs) for lower accuracy. In a cascade, inputs are first processed by a lightweight, inexpensive model
that produces both a prediction and a confidence score. If the confidence exceeds a predefined threshold,
the prediction is accepted; otherwise, the input is escalated to a more powerful model for reprocessing.
Intuitively, this allows model cascades to process “easy” samples with cheap models and “hard” samples
with expensive models. Through their tunable certainty thresholds, cascades expose a high-resolution
trade-off between output quality and computational cost (e.g., FLOPs). Furthermore, cascades can
significantly save computation at little quality degradation (Figure 4). However, using cascades to serve
online requests on GPUs introduces two key challenges that can limit their effectiveness, or even make
them degrade the system’s performance:

Additional data transfer: Computing a model’s output requires the GPU to repeatedly transfer
weights and inputs to its arithmetic units. This often dominates the time taken to perform the arithmetic
itself. Model serving systems mitigate this by batching multiple samples together and predicting their
output in the same forward pass, amortizing the weight-transfer. Higher batch sizes incur more arithmetic
and for large batch sizes, the arithmetic eventually dominates the time of the data transfer. For example,
Figure 4 shows Llama-70B’s runtime remains flat up to a batch size of 128, indicating memory transfer
is the bottleneck; it then increases as the arithmetic becomes the bottleneck. Therefore, cascades only
boost end-to-end throughput with large batch sizes, when their computational savings exceed the extra
queuing delay.
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Figure 4: Left: Pareto frontier of FLOPs vs. accuracy for fine-tuned BERT classifiers on Sentiment-
140 [16]. Right: Runtimes of Llama-70B and a cascade incurring 84% of its FLOPs.

Higher memory footprint: Model cascades require multiple models to reside in GPU memory.
Often, their combined weights cannot fit on a single GPU. In such cases, individual models cannot be
replicated as frequently as when served alone. For generative LLMs, throughput further depends on the
amount of free GPU memory, which limits the number of concurrent requests, and therefore the batch
size of a forward pass. The GPU must be able to run enough requests concurrently to reach batch sizes
where cascades could help in the first place.

To address these shortcomings, we propose Ken, a dedicated model serving system that (i) exposes a
high-resolution trade-off space between cost, accuracy, and latency, and (ii) enables more efficient ML
inference. In our experiments, we characterize its behavior and demonstrate that Ken achieves a 1.7x -
3.3.x reduction in p95 latency over strong baselines [24].

We have described the challenges associated to the cost of data-intensive pipelines using LLM-powered
operators, and some of the optimizations for their execution that can be leveraged by AI-enabled data-to-
insight systems through specialized components. In the next section, we will introduce the opportunities
of metadata-aware storage and retrieval to further enhance the output quality of AI operators.

5 Metadata-Aware Storage and Retrieval

When processing data with LLM and AI-powered tools, research showed the importance of domain-
specific, external data and metadata to achieve high quality outputs [21, 30, 37]. Hence, a mature
AI-enabled system requires strong retrieval capabilities to handle a broad spectrum of tasks with sufficient
accuracy. In this section, we propose three metadata-aware strategies for data storage and retrieval
that can serve as specialized components within a full-fledged data-to-insight system: (1) input data
alignment for join-aware retrieval, (2) offline data enrichment for annotating data collections, and (3)
log-augmented generation for reusing previous computations and reasoning traces.

5.1 Join-aware Retrieval

The current paradigms for retrieval, RAG and CAG, typically operates in an iterative, online, and
isolated fashion assuming that the relevant data for a given LLM operation is readily available and
are primarily concerned with its retrieval. However, information is often found scattered across data
sources, therefore naive document retrieval can lead to incomplete answers due to missing connections
between data sources. For instance, as shown in Figure 5, to answer the question “What is the highest
eligible free rate for K-12 students in the schools in the most populous county in California?”, the model
might retrieve data on schools and eligible free rate, and separately a list of California counties and
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Figure 5: Overview of Arm, our alignment-based retrieval method for join-aware retrieval.

their population. However, in the most general case there is no guarantee that the retrieved data has
explicit join keys (e.g., if school locations are cities, not counties) which would result in poor or empty
results for the main question.

We propose Arm, standing for Alignment-Oriented Method [10, 11], to enables an efficient and
comprehensive retrieval for queries for which information is found in separate documents. First, we
decompose complex queries in easier sub-questions, and we aligning both the main question and its
decomposed sub-questions with existing data objects (e.g., the tables or documents in a data collection).
Specifically, Arm retrieves not only based on the semantic similarity of data objects to the query, but
also based on the compatibility between objects themselves. Using the similarity and compatibility scores,
we generate multiple alignment drafts that account for both informational and structural alignment, and
ultimately select only the objects from these drafts that the model is most confident in. We evaluated
Arm on three complex retrieval tasks involving both passages and tables (OTT-QA [13], Bird [28], and
2WikiMultiHop [20]), and found that it substantially outperforms traditional RAG systems—with or
without query decomposition—as well as ReAct-style agent-based frameworks [51].

5.2 Offline Data Enrichment

Existing sparse (e.g., BM25) or dense (e.g., vector embeddings) retrieval methods often rely on complex,
costly online computations to boost retrieval performance. Specifically, these methods typically begin by
retrieving a broad set of data objects (such as documents or tables) from a collection that are potentially
relevant to the query. They then utilize more powerful LLMs to assess the relevance between the query
and the retrieved objects online, re-ranking the results to return only a small subset of the most relevant
items. However, this retrieve-and-rerank process happens online for each query anew, which incurs
high cost and latency. Moreover, they are inherently limited by the performance of the sparse or dense
retrievers.

To overcome these shortcomings, we propose EnrichIndex [9], a retrieval approach which uses LLM
offline to build semantically-enriched retrieval indices, by performing a single pass over all data objects
in the retrieval corpus once during ingestion time. The semantically-enriched indices can enhance the
effectiveness of current sparse and dense retrieval methods and, in turn, complement retrieve-then-rerank
retrieval pipelines. We evaluated EnrichIndex on five complex retrieval tasks, involving passages and
tables (Spider2 [26], Beaver [8], Fiben [42], Bright [44], and NQ [25]), and found that it outperforms
strong online LLM-based retrieval systems with higher recall and significantly fewer tokens, greatly
reducing the online latency and cost.

5.3 Reusable Cache and Log Store

Current LLMs and LLM-based agentic frameworks [51] handle user tasks in isolation, without remem-
bering prior interactions. This lack of memory hinders their ability to reuse past reasoning, resulting in

57



repetitive thought processes and an inability to reflect on previous tasks. For instance, when solving
a task T composed of three sub-tasks T1 → T2 → T3, an LLM decomposes it and addresses each step
sequentially. Later, when presented with task T ′, which consists of T ′

1 → T2 → T3, the LLM repeats the
process from scratch, unaware that the reasoning for sub-tasks T2 → T3 has already been performed and
could be reused. We propose log-augmented generation [12], Lag, a framework that directly reuses prior
computation and reasoning from past logs at inference time. As part of the framework, we represent
logs using KV values corresponding to a subset of tokens in past reasoning traces to represent the full
reasoning context—reducing size while enabling context-dependent interpretation. We evaluated Lag
on four knowledge- and reasoning-intensive datasets (Musique [47], 2WikiMultiHop [20], GPQA [35],
and MMLU-Pro [50]), and found that our method significantly outperforms standard agentic systems
without log usage and existing reflection and KV caching techniques, achieving superior effectiveness
and efficiency.

Together with human/agent interfaces and execution optimization, we envision that metadata-aware
storage and retrieval, as implemented by the aforementioned components, is a fundamental feature for
AI-enabled data-to-insight systems. Before concluding our paper, the next section introduces our efforts
to benchmark existing AI systems on their capabilities of solving complex data-to-insight tasks.

6 Benchmarking Data-to-Insight Systems

As argued throughout the paper, a mature AI-enabled system to automate data-to-insights should support
users across whole data pipelines, from data discovery, wrangling and cleaning, to data visualization
and statistical modeling. Current research has evaluated LLMs mostly on unit tasks, e.g., text-to-SQL,
code generation, or question answering. Therefore, an integrated system is hard to assess holistically.
We argue for the need of a robust benchmark to guide further progress in automated data-to-insight
pipelines.

An ideal benchmark should have the following features:
Scale and heterogeneity: Real data science pipelines may involve tens to thousands of files with

varying formats, e.g., CSVs, PDFs, JSON logs, or web tables. Synthetic or toy datasets are not fit to
reproduce the messiness of real data files; hence they must include real-world data sources.

Task complexity: Benchmark questions must correspond to complex and realistic goals. To solve a
realistic data science benchmark, a system under test should demonstrate pipeline design, implementation,
and debugging capabilities. Moreover, a benchmark should be comprised of real-world datasets, large,
potentially domain-specific and in a raw, unclean format.

Comprehensive evaluation: Considering the complexity of end-to-end pipelines, evaluation must
be sufficiently fine-grained to provide insightful analysis into the failure modes of systems. Ideally, a
benchmark should assess the end-to-end correctness of results, a correct design of the pipelines, and a
correct implementation of the individual pipeline steps - to ensure that the produced pipelines can be
consistently applied over potentially different data inputs (e.g., newer versions of the data).

Reproducibility and openness: Tasks should draw from public data sources, ship with reference
solutions, and avoid dependencies on proprietary APIs so that any researcher can evaluate systems using
the benchmark.

Following these principles, we introduce KramaBench, the first suite that tests complete, automated
data-science pipelines over real data lakes. The benchmark includes 104 tasks covering 1 700 raw files
drawn from 24 sources in six domains; each task is a natural-language objective that demands several
sub-tasks to be completed, e.g., data discovery, data wrangling, and statistical analysis. The benchmark
scores (i) fully automated runs, (ii) pipeline design quality, and (iii) correctness of individual sub-tasks,
exposing where systems break down.

58



Table 1: Evaluation results for the 106 data science pipelines of KramaBench on 6 baseline LLM
systems.

Models
Evaluation setting GPT-o3 GPT-4o Claude-3.5 Llama3-3Instruct DeepSeek-R1 Qwen2-5Coder

End-to-end automation 9.64% 1.62% 7.45% 1.19% 3.14% 3.72%
Pipeline Design 40.60% 30.83% 31.06% 26.74% 18.94% 27.35%

Pipeline Implementation 12.95% 9.27% 10.65% 8.28% 12.08% 7.52%

We manually curated all individual tasks and sub-tasks starting from real-world data science pipelines,
and for each task provides a manually verified reference solution. The benchmark artifacts could be
found at http:\\www.github.com\\mitdbg\KramaBench.

Table 1 presents some of the results of six different LLM systems on the 106 data science pipelines
in the KramaBench benchmark. As it can be noted, none of the six baseline LLMs can solve even
10% of the benchmark fully automatically. The best performing baselines are GPT-o3 with 9.64%, and
Claude-3.5 with 7.45%. These results underscore how brittle current agents are once they must discover
data, write code, run it, and return a correct answer without human help. When it comes to pipeline
design, systems have a higher score, showing that the models can sketch reasonable pipeline blueprints
far more often than they can implement and execute them. Our experiments show that, even when
the system is given reference sub-tasks, the success rate of pipeline implementation hovers around 10%
across different models. In our analysis, we identified that models struggle to implement sub-tasks with
correct parameters, that are data-input specific (e.g., using the right wrangling logic).

7 Conclusions

In this paper, we outlined our vision for AI-enabled data-to-insight systems. Automating data science
end-to-end is a challenging yet rewarding research direction to pursue. Realizing this vision, however,
demands integrated systems that span a full stack of components. We outlined some of the active
areas of research across this stack: interactive and collaborative human-agent systems, automated AI
data processing, optimized execution of AI operators, and specialized storage for agentic and reasoning
workflows. We described a new benchmark to provide the first holistic lens on this challenge, and
the results are sobering: even the most capable foundation models today solve fewer than one-tenth
of end-to-end pipelines, stumble on large data volumes, and reveal sharp drop-offs between planning,
implementation, and execution. These findings show that significant gaps remain before trustworthy,
scalable “data-to-insight” automation is achieved.

We believe that the database community has both the data system expertise as well as all technical
building blocks necessary to make rapid progress towards AI-enabled data-to-insights systems, and we
are eager to collaborate with researchers and practitioners who share this goal.
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Abstract

The variety of data in data lakes presents significant challenges for data analytics, as data
scientists must simultaneously analyze multi-modal data, including structured, semi-structured, and
unstructured data. While Large Language Models (LLMs) have demonstrated promising capabilities,
they still remain inadequate for multi-modal data analytics in terms of accuracy, efficiency, and
freshness. First, current natural language (NL) or SQL-like query languages may struggle to precisely
and comprehensively capture users’ analytical intent. Second, relying on a single unified LLM to
process diverse data modalities often leads to substantial inference overhead. Third, data stored in
data lakes may be incomplete or outdated, making it essential to integrate external open-domain
knowledge to generate timely and relevant analytics results. In this paper, we envision a new multi-
modal data analytics system to address the aforementioned limitations. Specifically, we propose a
novel architecture built upon the Model Context Protocol (MCP), an emerging paradigm that enables
LLMs to collaborate with knowledgeable agents. First, we define a semantic operator hierarchy
tailored for querying multi-modal data in data lakes and develop an AI-agent–powered NL2Operator
translator to bridge user intent and analytical execution. Next, we introduce an MCP-based execution
framework, in which each MCP server hosts specialized foundation models optimized for specific
data modalities. This design enhances both accuracy and efficiency, while supporting high scalability
through modular deployment. Finally, we propose an updating mechanism by harnessing the deep
research and machine unlearning techniques to refresh the data lakes and LLM knowledge, with the
goal of balancing the data freshness and inference efficiency.

1 Introduction

Modern data-intensive applications continuously generate diverse types of data stored in data lakes [16],
encompassing structured data (e.g., tables, graphs), semi-structured data (e.g., JSON, HTML), and
unstructured data (e.g., text, images, video). This diversity introduces a critical challenge of data
variety [15], underscoring the need for integrated analysis across multi-modal datasets, which often
contain complementary information essential for extracting timely and valuable insights. For example,
in healthcare scenarios, physicians simultaneously analyze heterogeneous patient data, such as X-ray
images and textual diagnostic reports, to support accurate and timely diagnoses. In e-commerce, users
seek products by jointly exploring visual content, textual descriptions, and structured metadata.

Recently, the rapid advancement of Large Language Models (LLMs) has opened new opportunities
for analyzing multi-modal data at the semantic level through natural language interactions. For example,
GPT-4 [2] demonstrates the ability to reason over text, images, and JSON data within a unified
conversational interface. However, despite these advancements, current LLM-based approaches have yet
to fully unlock the potential of multi-modal data analytics, primarily due to the following limitations:
Limitation 1: Limited Query Expressiveness. Existing approaches typically support querying only
a subset of data modalities and suffer from limited expressiveness in capturing complex user intents. For
example, ELEET [24] supports analytics over text and tabular data; Palimpzest [11] is restricted to
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Figure 1: An Illustrate Example on MCP-based Multi-Modal Data Analytics.

text and image processing; and AOP [25] primarily targets document and text data. Underlying these
systems are three main strategies for query translation: (1) mapping natural language (NL) directly
to modality-specific operations [25], (2) translating NL to SQL using NL2SQL techniques [6, 13], or
(3) requiring users to write declarative SQL-like query languages [11]. However, these methods remain
inadequate for data lakes, where user queries are often ambiguous and span a wide range of data
modalities.
Limitation 2: High Inference Overhead. Most existing approaches rely on a single, unified LLM
to process heterogeneous data modalities, which leads to significant inference overhead. This issue is
attributed to the computational cost of state-of-the-art LLMs, such as GPT-4, which contains over
a trillion parameters. Moreover, queries that span multiple modalities introduce complexity in query
planning and execution, further impacting efficiency. From a query processing perspective, users typically
expect low-latency responses, making it imperative to reduce inference overhead.
Limitation 3: Knowledge and Data Staleness. Data lake is often incomplete or becomes outdated
over time, which undermines the freshness and reliability of analytical results. Moreover, the knowledge
embedded in LLMs can also become stale as new data and emerging patterns (e.g., novel diseases or
evolving user behavior) are not reflected in the original training data. For example, an LLM may fail to
recognize symptoms of a newly discovered disease or interpret related medical images correctly. Existing
approaches largely ignore this issue and operate under static assumptions. Therefore, it is essential to
develop mechanisms for augmenting stale data and refreshing LLM knowledge to ensure up-to-date and
contextually relevant analytics.

Model Context Protocol (MCP) [8] is a novel framework that standardizes the interaction among
AI agents (e.g., knowledge-grounded LLMs), external tools (e.g., database engines, function calls),
and data resources (e.g., structured and unstructured sources). By defining a unified interface, MCP
enables seamless integration of real-time inputs, environmental variables, and domain-specific constraints,
thereby supporting robust and scalable decision-making across diverse applications. In the context of
multi-modal data analytics, MCP provides an effective abstraction layer over heterogeneous data lakes.
Users can interact with AI agents through natural language, while the analytics workload is offloaded to
dedicated MCP servers, each tailored to handle a specific data modality. Moreover, with the growing
ecosystem of MCP servers, thousands of off-the-shelf components will be readily available for processing
multi-modal data efficiently.

Building upon the capabilities of MCP, we propose a novel multi-modal data analytics system,
named Taiji, to address the aforementioned limitations. Taiji introduces a new architecture that
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leverages MCP to offload modality-specific analytical tasks to dedicated MCP servers. As illustrated in
Figure 1, Taiji differs fundamentally from conventional approaches that rely on a single, unified LLM
to process all modalities (e.g., M1, M2, M3 represent different data modalities). Instead, Taiji adopts
a client–host architecture: the client receives an NL query, and a host-side LLM agent interprets the
user intent. This agent decomposes the query into a set of modality-specific operators and formulates a
structured query plan. Each sub-plan is dispatched to an appropriate MCP server, where a tailored LLM,
which is optimized for the corresponding modality, executes the analysis. This modular and distributed
design yields several key advantages: (1) higher inference accuracy by leveraging specialized models, (2)
improved scalability through parallelism across servers, and (3) significantly reduced inference overhead
compared to monolithic LLM-based solutions.

In summary, this paper has the following key contributions:
(1) MCP-Based Multi-Modal Analytical System. We propose a novel multi-modal data

analytics framework built upon the Model Context Protocol (MCP), which addresses the limitations of
existing LLM-based systems. The core idea is to assign each MCP server a tailored LLM optimized for
a specific data modality, embracing the principle that “one size does not fit all”.

(2) Semantic Operator Hierarchy. We introduce a hierarchical set of semantic operators that
spans structured, semi-structured, and unstructured data. This design enables Taiji to support advanced
tasks such as cross-modal joins, while maintaining compatibility with existing operators for relational
data, documents, graphs, images, audio, and video, thus avoiding “reinventing the wheels”.

(3) Query-Driven Model Optimization and Data Discovery. We develop a query-driven
fine-tuning strategy to optimize the reasoning ability of LLMs on each MCP server. Moreover, we
propose a unified embedding-based semantic representation combined with a hybrid indexing mechanism
for multi-modal data discovery.

(4) Dynamic Knowledge and Data Refreshing. We propose a twofold updating mechanism
to ensure freshness of both the data and the LLMs. First, we leverage deep research techniques to
enrich the data lake with the latest documents and web content. Second, we introduce a lightweight
editing mechanism (supporting insert, update, and delete operations) augmented by machine unlearning
techniques to refresh LLM knowledge.

2 Preliminaries

2.1 Problem Definition

Multi-Modal Query Processing (MMQP). Given a natural language (NL) query Q over a collection
of datasets D, where each dataset Di ∈ D is associated with a modality Mi ∈ M, the goal is to compute
a result set R that satisfies the query predicates, where each result tuple r ∈ R may contain data
items spanning multiple modalities in M. To evaluate the performance of MMQP, we adopt three
standard metrics: (1) recall, which measures the completeness of the retrieved results, (2) precision,
which quantifies the ratio of the correct ones among the returned results. and (3) latency, which reflects
the query execution efficiency.

In general, the MMQP problem has the following challenges:
Challenge 1: Cross-Modality Query Planning. Unlike traditional query planning in relational
databases that focuses solely on relational operators, orchestrating operator pipelines across multiple
data modalities is more complex. This complexity arises from the heterogeneous nature of operators and
data formats. Therefore, MMQP requires an effective yet lightweight mechanism to generate reasonable
execution plans.
Challenge 2: Efficient Inference on Large-Scale Data. Compared with using a general-purpose
LLM with a massive number of parameters, employing a tailored, relatively lightweight LLM for
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modality-specific data can significantly reduce inference overhead. However, this approach still encounters
scalability challenges when dealing with large volumes of data, particularly unstructured data such as
text, images, or videos.
Challenge 3: Data and Knowlege Freshness. High-quality data in the data lake is often insufficient
to precisely and comprehensively answer user queries. Therefore, it is crucial to continuously update
both the data lake and the LLM knowledge within each MCP server. However, open-domain data
sources are vast and challenging to explore, making integration into the data lake cumbersome and
resource-intensive.

2.2 Related Work

In recent years, LLMs have made remarkable advances in natural language understanding, generation,
and reasoning, opening up new opportunities for multi-modal data management. By expressing their
query requirements in natural language, users can interact with systems that leverage LLMs to interpret
query intent and dynamically orchestrate external databases, knowledge bases, or APIs to execute
complex analytical tasks.

CAESURA [23] (also known as ELEET [24]) utilizes LLMs as multimodal query planners that
translate NL inputs into executable multimodal query plans. Its key idea is leveraging LLMs to
understand user intent and dynamically construct efficient query workflows tailored to diverse data
modalities. Building upon this, Gorilla [18] enhances LLMs’ reasoning and tool-use capabilities by
incorporating retrieval-augmented generation (RAG), enabling real-time access to external knowledge
bases and APIs during multimodal query processing. Toolformer [21] further advances LLM tool
integration by fine-tuning models with limited examples, empowering them to autonomously invoke
external APIs, such as database engines and computational tools, during generation. This overcomes
LLMs’ traditional limitation to static text generation, enabling dynamic interaction with external data
sources for complex analytical tasks. ThalamusDB [9] introduces a hybrid architecture combining a
dedicated query planner with deep learning inference. It allows SQL queries to include NL predicates,
offloading parts of the execution to neural models for image and text processing, while leveraging
approximate query processing (AQP) to balance efficiency and accuracy. However, it still relies on
manual annotations, which may hinder scalability. PALIMPZEST [11, 12] extends declarative query
languages to express AI workloads, generating optimized plans that jointly consider the cost of both AI
inference and relational operations. AOP [25, 26] proposes defining semantic operators over documents,
text, and structured tables, and employs LLMs to iteratively generate executable query plans for
multi-modal content.

However, existing works have three main limitations: First, they support only a few data modalities
and are hard to extend, i.e., adding new modalities or operators often requires heavy manual work. In
contrast, Taiji supports a wide range of multimodal operators with a scalable MCP-based architecture.
Second, most systems use a single LLM to handle all data types, which leads to low efficiency and
accuracy. Taiji instead uses tailored LLMs for different modalities, improving performance. Third, they
focus on static data and ignore updates. Taiji addresses this by automatically enriching the data and
refreshing model knowledge over time.

3 Taiji’s Overview

Figure 2 presents an overview of Taiji, which consists of three main components: MCP Client
Manager, MCP Server Manager and MCP Augmentor. In the following, we introduce them in
details.
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Figure 2: An Overview of Taiji.

3.1 MCP Client Manager

3.1.1 NL2Operator

Understanding user intent is critical for accurate query answering. However, neither SQL-like declarative
languages nor UDF-based procedural languages are well-suited for this task. This is due to two main
challenges: First, NL queries are inherently ambiguous and difficult to interpret accurately. Second,
translating NL queries into complex declarative or procedural languages increases the likelihood of
inaccuracies or errors.

To address this, we propose NL2Operator, a method that defines a hierarchical set of semantic
operators, each linked to specific MCP servers. An LLM-based agent maps user queries to these operators
based on query intent. For example, semi-structured data processing is handled by an intermediate
MCP server, which can either process the query directly or delegate it to specialized sub-servers (e.g., for
JSON, HTML, XML). This hierarchical design offers three advantages: (1) Scalability and flexibility, by
modularizing the processing across different servers; (2) High concurrency support, through distributed
workload balancing; (3) Simplified translation, by mapping NL to high-level modality-specific operators,
reducing the burden on the LLM.

3.1.2 Query Planner

The goal of query planner is to find the execution plan with the lowest cost, thereby improving overall
efficiency. Based on a hierarchy of semantic operators, we construct a directed acyclic graph (DAG) to
represent the query workflow. We then implement a sampling-based cost estimation optimizer, which
includes selectivity estimation, cost modeling, plan evaluation, and final plan selection.

The optimization process works as follows: First, an operator cost sampler collects runtime statistics,
such as per-tuple processing time and selectivity, for each operator. Using this data, the optimizer
builds a latency-based cost model to evaluate candidate plans. The plan with the lowest estimated
execution time is selected for execution. This sampling-based approach supports accurate, data-driven
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User Question: “Which suppliers delivered electronics to California in the last quarter of 2023?”

Iteration 1 Iteration 2 Iteration 3

Query: Refined Query: Refined Query:

Answer: Answer: Answer:

Foxconn and Pegatron. Foxconn, Pegatron, and Jabil Inc. Foxconn, Jabil Inc., and Flex Ltd. delivered 
electronics (such as mobile phones and 
circuit boards) to California in Q4 2023.Analysis: Analysis:

Possibly oversimplified—the
supplier_name may not live
directly in deliveries. Also,
"Electronics" is vague.

Product categories might be
more granular in reality,
such as "Mobile Devices" or
"Consumer Electronics."

Analysis:

Answer is correct!

❌ ❌

✅

Figure 3: An illustrative example of iterative operator optimization in Taiji.

cost prediction and adaptive plan selection. It offers two key advantages: (1) it maintains reliable
cost estimates under different data distributions and runtime conditions, and (2) it produces more
deterministic plans compared to LLM-based query planning.

3.1.3 Iterative Operator Optimizer

Each MCP server is responsible for processing data from a specific modality, autonomously interacting
with its underlying data source, whether structured (e.g., SQL-based) or unstructured (e.g., document
corpus), via an Iterative operator optimization [10, 22]. Unlike traditional pipelines that rely on a
single retrieval pass, Taiji introduces a bidirectional communication channel between the MCP server
and the MCP client (or host). This feedback loop enables the server to request prompt refinements or
clarifications from the upstream controller when retrieval results are insufficient, supporting a dynamic,
feedback-driven, and iterative optimization process.

An example of the iterative architecture in Taiji is illustrated in Figure 4. The process starts when
the MCP server receives a sub-task from the central LLM agent. Guided by the task’s semantics and
structure, the server formulates an initial query and retrieves candidate results from its local database.
These results are evaluated along multiple dimensions, including coverage, redundancy, ambiguity, and
informativeness. If deficiencies are detected (e.g., sparse or misaligned results), the server engages a
reasoning-based refinement loop to revise the query and improve alignment with the task’s underlying
intent. This iterative cycle continues until the result set meets a predefined confidence threshold.
Moreover, we employ a curriculum learning strategy that gradually increases task complexity, from
simple key-value lookups to multi-hop reasoning over relational and multimodal data, thus guiding the
agent through progressively more abstract levels of query planning and evaluation.

3.2 MCP Server Manager

3.2.1 Embedding Indexing

For high-dimensional vector data, traditional vector indexing methods [3] typically construct a graph
structure by linking neighboring data points based on nearest-neighbor distance. However, when
metadata-based filters are applied, many of these connections become invalid, resulting in disconnected
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Figure 4: Embedding of Multi-Modal Data.

subgraphs. This leads to search failures, as the index may no longer be able to reach the true nearest
neighbors. To address this, Taiji introduces a filter-aware vector indexing approach designed to maintain
search effectiveness even under filtering constraints. The key idea is to selectively augment the vector
graph by adding edges that connect only those data points that comply with the filtering conditions.
This ensures that the search process remains efficient while achieving high recall. Figure 4 illustrates the
core concept. The key components of our method include:

(1) Condition-aware graph augmentation: Dynamically reinforce valid connections among filter-
compliant nodes to ensure index traversability even after metadata-based filtering is applied.

(2) Hybrid search robustness: Maintain a balance between filtering precision and vector search
accuracy by preserving essential traversal paths within the index.

(3) Recall preservation: Ensure that the augmented index structure delivers competitive nearest-
neighbor retrieval performance, comparable to that of unfiltered searches.

This approach extends traditional vector search to support constrained queries where both semantic
similarity (via embeddings) and structured criteria (via metadata) must be jointly satisfied.

3.2.2 Multi-Modal MCP Servers

Multi-Modal MCP Servers deal with heterogeneous data ecosystems by unifying structured (e.g.,
relational databases), semi-structured (e.g., JSON logs, XML), and unstructured data (e.g., text, images,
sensor streams) under a single adaptive framework. Leveraging LLMs and multi-modal AI architectures,
these servers dynamically interpret, classify, and contextualize diverse data formats through techniques
such as natural language processing (NLP) for unstructured text, computer vision for visual data, and
graph-based reasoning for structured relationships. By embedding semantic understanding into the
MCP layer, the system autonomously generates metadata, enforces cross-modal data governance policies,
and enables federated queries that bridge tabular sales records, semi-structured IoT telemetry, and
unstructured social media feeds. For instance, an LLM-powered MCP Server could correlate customer
sentiment (extracted from unstructured reviews) with structured transactional data to optimize supply
chain decisions, while simultaneously parsing semi-structured maintenance logs to predict equipment
failures.
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3.3 MCP Augmentor

3.3.1 Data Augmentor

After executing queries on modality-specific databases, each MCP server autonomously initiates an
update procedure involving both data augmentation and model capability enhancement, as shown in
Figure 5. In the data augmentation phase, Taiji adopts a query-driven retrieval-then-synthesis strategy
to keep the data lake semantically enriched and aligned with the latest developments. Upon completion
of a user query, the MCP server triggers targeted information harvesting routines. These leverage both
web crawlers and structured API-based agents configured to access dynamic and authoritative sources
such as arXiv papers, GitHub repositories, Stack Overflow, and enterprise technical documentation.

The collected documents undergo a multi-stage processing pipeline designed to transform unstructured
content into validated, semantically indexed knowledge.

(1) Structural Reconstruction: The pipeline begins with document structure parsing, utilizing
tools such as ScienceParse [7] and GROBID [14] to extract key structured elements, including titles,
abstracts, section headers, equations, tables, figures, and code snippets. These tools employ a combination
of rule-based heuristics and machine learning techniques to reconstruct the hierarchical organization of
scientific and technical documents from raw formats such as PDFs and HTML.

(2) Redundancy Elimination: In the redundancy elimination stage, a hybrid strategy combines
MinHash-based fingerprinting for fast approximate set similarity detection with dense embedding-based
retrieval. Specifically, documents are first fingerprinted using MinHash signatures generated over token-
level n-grams. In parallel, dense vector embeddings are computed using models like Sentence-BERT
[20], and clustered using HNSW-based approximate nearest neighbor search (via libraries like FAISS) to
detect semantically similar passages. Duplicate or near-duplicate entries are then filtered out based on a
configurable similarity threshold.

(3) Entity Extraction: Next, domain-adapted named entity recognition (NER) is applied using
fine-tuned transformer-based models trained on labeled datasets from scientific and software domains. To
resolve synonyms and disambiguate entities across sources, we apply context-aware entity linking using
string similarity, co-occurrence statistics, and external knowledge bases (e.g., DBpedia, PapersWithCode
APIs). To identify novel concepts and facts, we compute concept-level hashes using SimHash, which
captures the semantic footprint of passages. These hashes are used to cluster conceptually similar content
and measure deviation from existing entries in the data lake. We also apply graph-based semantic
clustering over the extracted entities and their relationships to reveal emergent topics not previously
indexed.

(4) Data Augmentation: In the final augmentation and indexing stage, each candidate entry is
validated across multiple independent sources to ensure factual consistency and reliability. Only entries
that are corroborated—i.e., referenced in at least two unrelated sources—are retained. The resulting
validated knowledge units are indexed along multiple axes: modality (e.g., text, code, image), source
credibility, and temporal metadata (e.g., crawl time, publication date). This indexing supports temporal
knowledge reasoning, such as prioritizing more recent findings or applying decay-weighted relevance
during downstream model retrieval.

3.3.2 Model Refreshing

In the Model Refreshing phase, to align model knowledge with the evolving data lake, we introduce a
modality-specific parameter update mechanism tailored to three data operations: querying, insertion,
and deletion. Thanks to the built-in subscription function of MCP server, the MCP client can monitor
the changes of data resources via subcription, then we can conduct the model refreshing.
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User Question: “Who is the current president of the United States? ”

DataLake Augmentation

DeepResearch

Query
President, United States… 

Insert
Donald Trump assumed office on January 

20, 2025.

Delete
Joe Biden is the president of the United 

States

Model Refreshing

Query-Driven Reinforcement

Knowledge Enrichment

Machine Unlearning

Figure 5: Data Augmentation and Model Refreshing in Taiji.

(1) Query-Driven Reinforcement: To enhance model performance based on frequently asked or
emergent user intents identified from query logs, we first perform an in-depth analysis to extract the most
common and critical intent patterns. These patterns are then leveraged to generate task-specific training
samples. Furthermore, to ensure that these synthesized samples effectively contribute to the model’s
learning process, we apply importance sampling during the fine-tuning phase. Importance sampling
assigns a higher weight to these specific training examples, based on their frequency and relevance in
real-world use cases. This mechanism helps the model prioritize the learning of high-value user intents
while preventing overfitting to less common or irrelevant patterns. By combining these methods, we
significantly improve the MCP server’s ability to understand and respond to emergent user needs in
real-time applications.

(2) Insert via Knowledge Enrichment: When new knowledge is ingested into the data lake, it
undergoes a structured transformation where relevant text spans or structured tuples are converted into
instruction-style training samples. These samples are then systematically appended to the fine-tuning
dataset. The conversion process involves identifying key knowledge components and framing them as
prompts and expected responses, ensuring that the newly introduced information is aligned with the
model’s reasoning mechanisms. By incorporating these structured samples, the model is exposed to
explicit tasks that require reasoning over the updated knowledge, enabling it to more effectively process
and apply this new information during inference. This method directly enhances the model’s capacity
for knowledge integration, thereby improving its performance on tasks that necessitate reasoning over
both the pre-existing and newly added knowledge. Furthermore, this fine-tuning approach mitigates the
risk of knowledge forgetting, as the model learns to consistently reference the most recent data alongside
the foundational knowledge it was initially trained on.

(3) Deletion via Machine Unlearning: To address the removal of obsolete or sensitive knowledge,
we employ advanced techniques such as gradient ascent unlearning or influence function-based data
deletion to effectively erase the target information without compromising the integrity of the remaining
model knowledge [27]. Specifically, we first compute data influence scores, which quantify the contribution
of individual training samples to the model’s predictions. These scores are utilized to identify the most
influential data points that need to be removed. Subsequently, we employ a fine-tuning strategy where
negatively-weighted gradients are applied to the model, directing it to unlearn the targeted knowledge.
This process is executed in a manner that is mindful of the need to preserve the model’s retained
knowledge, ensuring that the unlearning of specific information does not lead to catastrophic forgetting
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of other critical data or degrade the overall performance [5]. The integration of these techniques enables
a controlled and efficient forgetting mechanism that minimizes interference with the model’s pre-existing
knowledge, making it an ideal approach for handling sensitive or outdated information.

This unified update mechanism ensures that each MCP server maintains alignment between its
internal LLM and its evolving modality-specific data lake, enabling accurate, efficient, and up-to-date
multi-modal response. In particular, it facilitates synchronized parameter tuning and schema-aware
knowledge injection across modalities such as vision, audio, and text, thereby preventing semantic drift
and enhancing the consistency of cross-modal representations. This design also supports incremental
updates without requiring full model retraining, significantly reducing computational overhead while
preserving reasoning fidelity.

4 Preliminary Experiments

In this section, we evaluate the performance of a prototype of Taiji, demonstrating the efficiency and
effectiveness of the proposed MCP-based architecture on handling multi-modal data.

4.1 Experimental Setup

Dataset. We use the Craigslist furniture dataset [9], which contains both relational and image data,
to evaluate execution accuracy and latency of Taiji. The dataset comprises 3000 listings from the
“furniture" category in website craigslist.org, detailing items such as sofas, tables, and chairs. It consists
of two tables: furniture and image. The furniture table includes information of each entity; with each
furniture has one or more images related to it, the image table contains the path of images corresponding
to each furniture.

We design three queries to verify that Taiji can demonstrate advantages concerning varied selectivity
and task complexity. For simplicity, the query plan is fixed by performing a filter on the furniture table
and then conducting matches on images with specified predicates. The intermediate result size refers to
the size of set filtered by relational predicates, and image predicate refers to the image classification
task. Table 1 gives the summary of the workload.

MCP Client Setting and Server Setting. As introduced before, we implement a disaggregated
MCP-based data analytical system. Specifically, we leverage the ChatGPT API [1] in the MCP client,
which is built upon the GPT-4.1 architecture [17]. Additionally, We use the Qwen2.5-VL-7B [4] as
an MCP server to analyze complex images. We also deploy another MCP server [19] to manage the
structured data and semi-structured data based on a PostgreSQL database.

Baseline. We compare our method to a pure GPT-4.1 model, which handles the query translation
and data analysis altogether. On the contrary, our approach splits the task to three sub-tasks with MCP:
query translation, table filtering, and image analysis. Note that as GPT-4.1 is not good at processing
tabular data, we utilize PostgreSQL to help it handle the table filtering for a fair comparison.

Evaluation Metric. For the evaluation of Taiji, we employ three metrics: recall, accuracy and
latency, which are respectively employed to evaluate correctness and efficiency. We compare the result
set retrieved by client with the ground truth, to compute recall and precision. We also evaluate latency
of performing the queries in an end-to-end fasion.
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Table 1: Summary of the Workload

Query ID Intermediate Size Image Predicate NL Query
1 33 images with two chairs Find a set of two chairs
2 126 images with a black chair Find a black leather chair
3 347 images with table and chair Find a set of wood table and chair

4.2 Experimental Results

Figure 6: Precision Evaluation. Figure 7: Recall Evaluation. Figure 8: Latency Evaluation.

As shown in Figure 6 and Figure 7, Taiji also outperforms GPT in accuracy (for Q2) and recall (on
Q2 and Q3). In specific, Taiji achieves an accuracy of 85% on Q2 while GPT has an accuracy of 65%.;
Taiji has a recall of 71% and 94% on Q2 and Q3, respectively while GPT has a s a recall of 65% and
89%. Take Q2 as an example where Taiji is better than GPT both in precision and recall, we found
that it is hard to find the black chair from the candidate images, the reason is that GPT can hardly
figure out black chair and black sofa.

Figure 8 depicts the latency between Taiji and GPT-4.1. It is clearly visible that our approach is
largely faster than GPT. As the intermediate results increase (i.e., Q1-Q3), the performance gap increases.
On average, Taiji improves the latency by 43%. Take Q3 as an example where the intermediate size has
reached up to 347, GPT is too heavy to offer high efficiency with its trillion parameters.

Implications of MCP-based Architecture over pure LLM. Through the preliminary experi-
ments, we have the following insights. First, compared with pure LLM, MCP-based architecture can
judiciously select and harness most proper LLMs to process multi-modal data. For instance, GPT
may be excel at text processing and query translation, but it turns out that Qwen is better than GPT
on image processing. Second, leveraging a tailored LLM (i.e., Qwen) with a much smaller number of
parameters can not only improve the accuracy, but also it can result in a much lower inference overhead.
This implies that, MCP-based architecture is very promising to combine many small LLMs for a wide
range of data modality. Third, since MCP-based architecture can offload a sub-task to a local MCP
server, it further reduces the burden of the centric LLM. Such an observation motivates us to explore
more optimizations in the future, such as asynchronous execution, task scheduling, etc.

5 Challenges and Opportunity

MCP-based Data Security. Despite the salient features discussed in the previous sections, a major
challenge of MCP-based data analytic is how to preserve the data security while performing the
LLM-empowered data analytics. This is because MCP servers are developed by different vendors and
contributors all over the world, and analyzing the plain text/documents in the data lake poses high
risks of data leakage. For instance, the MCP SDK or build-in LLM agents may upload the data to the
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web server. Therefore, it calls for new mechanisms to enable privacy-preserved data transmission and
analytics. On the one hand, the data transmission tunnel should be secured among MCP host/clients,
MCP servers, and resources. On the other hand, it shoud avoid accessing the plain text, other alternatives
should be explored, such as query processing over ciphertext directly. However, it is challenging to
balance the trade-off between query efficiency and data privacy.
Hybrid Deployment Optimization. In addition to the local deployment of MCP servers, it is also
possible to deploy remote MCP servers, resulting in a hybrid deployment. Hence, it calls for new methods
that can harness the capability of hyrid deployment. However, it is challenging to effectively determine
the strategy of data placement and to migrate the data among the multiple MCP servers. Moreover, it
is also hard to efficiently discover data of high quality due to the hugh search space and high latency.
Cost-Aware Model Mangement. As more and more MCP servers are involved, it has become a
challenge to manage the multiple LLMs and their evolvement. The reason is two-fold. First, existing
approaches [9, 24, 25] only care about the query performance, while neglecting the dollar cost of LLMs’
invocation as they charge for tokens. Second, model knowledge can also be obsolete as discussed before,
and performing the fine-tuning also incur significant cost, thus it is challenging to balance the knowledge
freshness and training cost. As a result, it is required to judiciously select and fine-tune the LLM models
with cost-aware optimization.
Multi-Modal Database Benchmark. Since there lacks a unified and standard multi-modal database
benchmark, existing approaches basically evaluate the performance on different datasets and workloads.
Hence, there is a pressing need to have a new multi-modal database benchmark that covers various
data modality and workloads. However, it is challenging to collect or generate multi-modal data and
workloads with both fidelity, utility, and generality, even for one modality, there could be numerous
variants.

6 Conclusion

In this paper, we present Taiji, a novel multi-modal data analytical system. Particularly, we design
a new architecture based on Model Context Protocol (MCP) that offloads the multi-modal operators
to specific MCP server. We propose a series of components including NL2Operator query translation,
multi-modal query planning, iterative RAG, embedding indexing, data augmentation, model refreshing.
To the best of our knowledge, this is the first MCP-based architecture for multi-modal analytical system.
We believe MCP architecture opens the door for the researches over multi-modal data management. In
the future, we will finish implementing the whole system and conduct more experiments.
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Abstract

Traditional Data+AI systems utilize data-driven techniques to optimize performance, but they
rely heavily on human experts to orchestrate system pipelines, enabling them to adapt to changes in
data, queries, tasks, and environments. For instance, while there are numerous data science tools
available, developing a pipeline planning system to coordinate these tools remains challenging. This
difficulty arises because existing Data+AI systems have limited capabilities in semantic understanding,
reasoning, and planning. Fortunately, we have witnessed the success of large language models (LLMs)
in enhancing semantic understanding, reasoning, and planning abilities. It is crucial to incorporate
LLM techniques to revolutionize data systems for orchestrating Data+AI applications effectively.

To achieve this, we propose the concept of a ‘Data Agent’ – a comprehensive architecture
designed to orchestrate Data+AI ecosystems, which focuses on tackling data-related tasks by
integrating knowledge comprehension, reasoning, and planning capabilities. We delve into the
challenges involved in designing data agents, such as understanding data/queries/environments/tools,
orchestrating pipelines/workflows, optimizing and executing pipelines, and fostering pipeline self-
reflection. Furthermore, we present examples of data agent systems, including a data science agent,
data analytics agents (such as unstructured data analytics agent, semantic structured data analytics
agent, data lake analytics agent, and multi-modal data analytics agent), and a database administrator
(DBA) agent. We also outline several open challenges associated with designing data agent systems.

1 Introduction

In the past decade, the database community has made significant contributions to the Data+AI field [1].
On one hand, for AI4Data, our community leverages AI techniques to tackle offline NP-hard problems
(e.g., index advisor [2, 3], view advisor [4], partition advisor [5], knob advisor [6], hint advisor [7]),
online NP-hard problems (e.g., query rewrite [8], plan enumeration [9]), regression problems (e.g.,
cardinality estimation [10, 11], cost estimation [12], latency estimation [13]), prediction challenges
(e.g., workload prediction [14]), and data structure design issues (e.g., learned indexes [15]). These
efforts primarily focus on machine learning model design and selection, as well as the design and
selection of data/query/environment features. However, adapting these techniques to changes in data,
queries, tasks, and environments poses a significant challenge, as they rely heavily on experts tuning to
accommodate different scenarios. On the other hand, for Data4AI, our community extends database
optimization techniques to ease the deployment of AI, including in-database machine learning (ML)
training and inference [16], data preparation [17], data cleaning [18], data integration [19], feature
management [20], and model management [21]. The main obstacle with these methods is achieving
autonomous orchestration of system pipelines without labor-intensive involvement.

The core obstacle preventing existing Data+AI techniques from adapting to varying scenarios is their
limited ability in semantic understanding, reasoning, and planning, as shown in Figure 1. Fortunately,
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Figure 1: Challenges of Data+AI Systems.

large language models (LLMs) possess these capabilities [22, 23], and we aim to leverage them to
revolutionize Data+AI systems. To accomplish this, we propose the ‘Data Agent,’ a comprehensive
architecture designed to orchestrate Data+AI ecosystems by focusing on data-related tasks through
knowledge comprehension, reasoning, and planning abilities. We outline several challenges in designing
data agents:

Challenge 1: How can we understand queries, data, agents, and tools?
Challenge 2: How can we orchestrate effective and efficient pipelines to bridge the gaps between user

requirements and the underlying heterogeneous data (e.g., data lakes)?
Challenge 3: How can we schedule and coordinate agents and tools to improve the effectiveness?
Challenge 4: How can we optimize and execute pipelines to improve the efficiency?
Challenge 5: How can we continuously improve pipeline quality with self-reflection?
We begin by proposing a holistic architecture to address these challenges. We present a robust

architecture for developing data agents, which includes components for data comprehension and ex-
ploration, understanding and scheduling within the data engine, and orchestrating processes through
pipeline management. Subsequently, we demonstrate several data agent systems, such as a data science
agent, data analytics agents (including unstructured data analytics agents [19], semantic structured
data agents, and data lake agents [41]), and a database administrator (DBA) agent [42, 43]. Finally, we
identify some open challenges associated with designing data agent systems.

Our contributions can be summarized as follows:
(1) We introduce the data agent, which autonomously handles data-related tasks with capabilities

for knowledge comprehension, automatic planning, and self-reflection.
(2) We present a holistic architecture for orchestrating a data agent system.
(3) We showcase three types of data agent systems: the data science agent, the data analytics agents,

and the DBA agent.
(4) We provide several open research challenges related to data agents.

2 Data Agent

The Data Agent is designed to autonomously carry out data-related tasks with capabilities for knowledge
comprehension, automatic planning, and self-reflection.

Data Agents require to consider six key factors as shown in Figure 2.
Perception: This involves understanding the environment, data, tasks, agents, and tools. It requires
aligning the Data Agent through offline fine-tuning or by preparing offline prompt templates.
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Figure 2: Key Factors of Data Agents.

Reasoning and Planning: Planning focuses on creating multi-step pipeline orchestration, while
reasoning involves making single-step decisions or actions. Each action may require further exploration
of reasoning/planning or invoking a tool (to acquire domain data or knowledge).
Tool Invocation: The agent can call upon tools to perform calculations, access domain-specific data,
or provide instructions to environments. The Model Context Protocol (MCP) facilitates alignment
between agents and tools, ensuring that information and states are exchanged in a standard format to
prevent information drift [24]. Intermediate inference results from different models can be understood
and reused across the system.
Memory: This includes long-term memory, such as domain-specific and environmental knowledge, and
short-term memory, like user context. Typically, a vector database is used to store and query these
memory data. Other types of memory, such as reflective memory, will also be used to enhance planning
abilities and performance.
Continuous Learning: Continuously improving the agent to make it smarter is vital. This relies on
self-reflection, reinforcement learning, and reward model techniques for self-improvement.
Multiple Agents: Individual agents may struggle to handle diverse tasks effectively, as each agent has
its own strengths but also limitations. Thus, integrating multiple agents to collaborate and coordinate is
necessary for complex tasks. This approach enhances system robustness and improves parallelism and
efficiency.

We propose a comprehensive architecture for building data agents, encompassing data understanding
and exploration, data engine understanding and scheduling, and pipeline orchestration, as shown in
Figure 3. Figure 4 shows the detailed architecture.
Data Understanding and Exploration Agents aim to organize and understand data to facilitate
discovery and access by the agent. A unified semantic catalog offers a well-structured metadata system
(e.g., schema and metadata index), enhancing data access performance. The data fabric provides a
unified view of heterogeneous data by linking and integrating diverse data, allowing easy data retrieval by
the agent. Semantic data organization and semantic indexes are also very improve to improve the data
agent efficiency. Importantly, there are numerous tools for data preparation, cleaning, and integration.
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This component will also devise effective strategies to utilize these tools efficiently.
Data Engine Understanding and Scheduling Agents focus on comprehending and scheduling data
processing engines, such as Spark, DBMSs, Pandas, and PyData. Given that different agents and tools
have varying skill sets, it is essential to profile the specific capabilities of each engine and coordinate
them to execute complex tasks effectively.
Pipeline Orchestration Agents are responsible for generating pipelines based on user-input natural
language (NL) queries and the data catalog. They break down complex tasks into smaller, manageable
sub-tasks that can be executed sequentially or in parallel to achieve the overall goal. Given that both
NL queries and the underlying data exist in an open-world context, these agents must leverage the
understanding, reasoning, and self-reflection capabilities of large language models (LLMs) to create
high-quality plans. Subsequently, the pipelines need to be optimized to improve latency, cost, or accuracy,
and engine agents are invoked to efficiently execute the pipelines.
Memory encompasses long-term memory, such as domain and environmental knowledge, as well as
short-term memory, like user context and reflective context. Vector databases are typically used to
manage this memory for enhancing the performance.
Perception is tasked with comprehensively understanding the surrounding environments and the specific
tasks at hand.
Agent-Agent Interaction is designed to coordinate and collaborate multiple agents to tackle decom-
posed sub-tasks. It comprises three key components: agent profiling and selection, agent interaction
and coordination, and agent execution. Agent Profiling and Selection involves building profiles for
agents, enabling the system to choose the most suitable agents for specific tasks. Agent Interaction
and Coordination focuses on the coordination and interaction of multiple agents to effectively address
sub-tasks. Thanks to agent-to-agent (A2A) protocols, we can facilitate communication between agents
and synchronize their statuses via A2A [25]. Agent Execution aims to execute multiple agents either in
a pipeline or in parallel, enhancing the system’s fault tolerance and fast recovery.
Agent-Tool Invoking is utilized for calling upon appropriate tools. Given the multitude of data
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Figure 4: Data Agents Architecture.

processing tools available, such as Pandas and PyData, it is necessary to select the right tool for each
task. The challenge lies in profiling and scheduling these tools effectively. Fortunately, the Model
Context Protocol (MCP) allows us to easily integrate new tools into the data agent system.

3 iDataScience: A Multi-Agent System on Data Science

We first introduce the data agent architecture of iDataScience (see Figure 5), and then present the
components of iDataScience.

3.1 Overview of iDataScience

iDataScience is designed to adaptively handle data science tasks by flexibly composing the complementary
capabilities of diverse data agent, which is a challenging open research problem. As shown in Figure 5,
iDataScience comprises an offline stage and an online stage.
Offline Data Agent Benchmarking. This stage aims to construct a comprehensive data agent
benchmark that can cover diverse data science scenarios by composing basic data skills. First, given
a large corpus of data science examples, we employ LLM for quality filtering and data skill discovery.
Next, to organize the skills, we build a hierarchical structure via recursive clustering. Each skill is also
assigned an importance score based on its overall frequency or user-defined priorities. Then, to reflect
the capability requirements of specific data science scenario, we sample important skills probabilistically
according to their scores and use LLM to generate corresponding test cases.

Besides, to ensure unbiased agent evaluation for an online task, benchmark test cases should be
adaptively aggregated based on their similarity to the task. We thus construct an efficient index to
enhance the performance of similarity search over the test cases. We will discuss the detailed techniques
in Section 3.2.
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Online Multi-Agent Pipeline Orchestration. Given an online data science task, this stage
autonomously decomposes the task into a pipeline of sub-tasks aligned with data agent capabilities,
selects an appropriate agent for each sub-task, and dynamically refines the pipeline to ensure both
efficiency and robustness.

(1) Data Agent Selection. To effectively utilize benchmark results, we design a task embedding
method to measure the similarity between benchmark test cases and the online task. To this end,
we fine-tune a task embedding model to align task embeddings with the pre-trained text embeddings
of corresponding task solutions, which capture the capability requirements and reasoning complexity
inherent in the tasks. We then build an embedding index over the benchmark test cases. For an online
task, we utilize the index to efficiently retrieve top-k relevant test cases, and evaluation scores of test
cases are adaptively aggregated based on their similarity to guide agent selection. The data agent with
the highest aggregated score is selected as optimal.

Besides, for special cases where benchmark is unsuitable, we can also evaluate the agents through
structured document analysis or via sample task experiments. We will discuss the technical details in
Section 3.3.

(2) Multi-Agent Pipeline Orchestration. Given an online task, we first use LLMs to decompose
the task into a pipeline of interdependent sub-tasks using specialized agent profiles. Each sub-task is
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assigned to an appropriate data agent selected as previously described. We also iteratively refine the
plan with additional adjustments such as sub-task merging or decomposition.

Then, we execute the pipeline in a parallel bottom-up manner based on its topological order. To
ensure robustness, we dynamically refine the pipeline based on intermediate results, including (i) sub-task
modification at agent level, and (ii) global-level re-planning, where complete intermediate results are
stored as datasets in our data catalog to prevent redundant computation. Once all sub-tasks are executed,
iDataScience outputs the final task result to the user. We will discuss the technical details in Section 3.4.
Integration of New Data Agent. iDataScience is designed to be extensible, allowing integration of
new data agents through agent profile construction based on agent document analysis. Additionally,
when sufficient time and resources are available, iDataScience can further enhance the agent profile by
executing the benchmark, thereby improving the accuracy of agent selection and pipeline orchestration.
Once integrated, the new agent can seamlessly collaborate with existing agents within our multi-agent
pipeline orchestration framework.

3.2 Data Agent Benchmarking

Given the wide range of data science tasks across diverse application domains, existing benchmarks are
typically constrained to a limited set of pre-defined task types [26, 27], and thus poorly evaluate data
agents in more flexible use cases. To address this limitation, we introduce a data skill-based benchmark,
which can adaptively create test cases to cover different data science scenarios (see Figure 5). Specifically,
we first use LLMs to extract data skills from a large corpus, whose compositions can represent the
capability requirements of diverse tasks. Next, we construct a hierarchical structure that captures the
semantic relationships among these skills, with each skill assigned an importance score based on its
overall frequency or user-defined priorities. Then, during data agent evaluation, we can compose random
sets of relevant skills tailored to the target scenario, and prompt LLMs to generate corresponding test
cases for adaptive and comprehensive assessment.

3.2.1 Hierarchical Data Skill Discovery

Automatic Data Skill Discovery. To better understand the coverage of data science tasks, we
first collect data science examples from diverse sources, including online websites (e.g., StackOverflow),
professional competitions (e.g., Kaggle), and existing data science benchmarks. Each data science
example typically contains three components: (i) “task”: a natural language task description, as well
as multi-modal datasets involved (e.g., tables, texts, images); (ii) “solution”: a detailed sequence of
steps outlining the procedure of completing the task; (iii) “associated data skills”: the fundamental data
science capabilities utilized in the solution, whose extraction procedure is described in the following
paragraph.

We use LLMs to automatically filter out high-quality examples and discover associated data skills in
three steps. First, since the data science example can contain noisy content and intricate code snippets,
we provide the task description and solution to LLMs, and instruct it to summarize the procedure as
a sequence of steps in concise natural language. Second, we utilize LLMs to evaluate the quality of
example summaries, and exclude low-quality examples that either lack implementation details or provide
only partial task solution. Third, given the summarized steps of data science examples, we further use
LLMs to extract associated data skills [28]. For instance, given the example ‘Do lower-income students
perform worse on a math test than higher-income students?’, its solution reveals the data skills: ‘new
column derivation’, ‘filter by column’, and ‘linear regression’.
Data Skill Hierarchy Construction. The mess of extracted data skills can be systematically organized
into a hierarchical structure through recursively clustering semantically similar skills within the same
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Figure 6: Example of Data Skill-based Benchmark Construction.

group. Specifically, we first use pre-trained text embeddings to represent the semantics of the data skills.
Then, these embeddings are clustered using Gaussian Mixture Models [29], where Uniform Manifold
Approximation and Projection method is used to reduce dimensionality by approximating the local data
manifold [30]. Next, for each skill cluster, we instruct LLM to generate a summary that captures the
common skill theme of these grouped skills. The cluster summaries serve as higher-level nodes in the
hierarchy. If the skill number within some cluster falls below a pre-defined threshold, such clusters are
designated as leaf nodes. Conversely, if some cluster still contains skills exceeding the threshold, the
same clustering procedure is recursively applied to construct a more fine-grained hierarchical structure
under the same parent cluster node.
Data Skill Weighting. To distinguish the relative importance of data skills, we initially use their
occurrence frequencies across data science examples as a general proxy score. Specifically, for each leaf
node in the skill hierarchy, we compile the skills within the corresponding cluster, and count the number
of examples in which any of these skills are associated. The score of the leaf node is calculated as the
ratio of its associated example count to the total number of examples. Then, the scores of higher-level
nodes can be recursively computed by aggregating the scores of their corresponding children nodes.

Besides, we also support users to adaptively adjust the scores of critical data skills for practical needs.
For instance, if users identify ‘missing value handling’ as a more critical data cleaning skill, the score of
corresponding node can be manually increased. To maintain a constant total score among sibling nodes,
the scores of the remaining sibling nodes are proportionally decreased. The scores of descendant nodes
are also adjusted accordingly, preserving their relative proportions within their respective sub-trees.

3.2.2 Data Skill-based Benchmark Construction

The test case in the benchmark consists of two components: (i) “task”: a task description along with
associated datasets; (ii) “evaluation function”: an executable function that outputs a scalar value within
the range [0, 10], quantifying the correctness and performance of data agents. However, directly using
LLMs to generate test cases leads to low-quality benchmarks for two reasons. First, the generated test
cases cannot fully capture the data science capabilities required for specific scenario. Second, the test
case may not adequately reflect conditions in real-world applications.

To address these challenges, we propose a data skill-based benchmark construction method (see
Figure 6). First, we sample a random set of k data skills from the leaf nodes of the hierarchy, with
probabilities proportional to their importance scores. Second, to enhance the realism of the generated
test case, we retrieve data examples from the corpus that are pertinent to the selected skills, and
incorporate them into LLM’s input context for in-context learning. Specifically, we assign a relevance
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score to each data science example based on its associated data skills. The score of an example is
computed as the sum of the importance scores of the k selected skills present in its associated skill set.
We select the examples with top scores as representative.

Then, we provide LLM with the selected data skills and data science examples, instructing it to
synthesize test cases by leveraging both its pre-trained knowledge and in-context examples. The synthesis
process adheres to the following criteria: (i) the datasets must be drawn from those provided in the
examples; (ii) the synthesized task and evaluation function should both involve the application of all the
specified data skills; and (iii) the evaluation function should be composed of a set of sub-functions, each
of which returns a boolean value indicating whether a specific evaluation criterion is satisfied by the task
results. The final scalar score is then computed based on the aggregate results of these sub-functions, a
design choice that promotes greater consistency across different test cases [31].

Two special cases also require consideration. First, if the dataset size of some selected example exceeds
the context window that LLMs can effectively process [32], a subset of the dataset can be randomly
sampled, supplemented with its metadata (e.g., column descriptions of the table) to preserve essential
information. Second, if certain evaluation standards are too ambiguous to be directly implemented as
executable code, LLMs can be invoked within the evaluation function to assess the task results guided
by a set of generated rules.

Note that the complexity of test cases grows rapidly with the number of data skills k [33], which
users can specify to tailor the benchmark to practical applications.

3.3 Data Agent Selection

Since many data agents have been proposed to address similar data science tasks [26, 27], a straightforward
approach to agent selection is to leverage their benchmark results. Specifically, we can assess agent
performance by aggregating the evaluation scores of test cases and selecting the agent with the highest
overall score. However, this method overlooks the degree of relevance between benchmark test cases and
the target task, and thus we should re-weight the test cases to ensure an unbiased assessment.

To address this issue, we first train an embedding model for data science tasks, where tasks with
similar embeddings require similar data science competencies and reasoning process. The unbiased
evaluation score of an agent is then computed using these embeddings, as a weighted aggregation of the
test case evaluation scores, where the weights reflect the similarity of each test case to the target task.
The agent achieving the highest score is regarded as the optimal choice.

Besides, we also propose alternative evaluation methods for the special cases where the benchmark is
unsuitable. For time-constrained settings, the agent is evaluated through structured document analysis
using LLM, without actually executing the benchmark. For tasks with extremely high execution time
or resource demands (e.g., model training on large datasets), we generate samples from the target task
and utilize them to further refine agent selection.

3.3.1 Data Science Task Embedding.

Since the data science task typically contains multi-modal datasets and textual descriptions, we can
use multi-modal large language models (MLLMs) to obtain its semantic embedding [34], where both
text and images are natively supported and tables can be represented as serialized text in CSV format.
Large datasets can be substituted with data samples and metadata to fit the context window of MLLM,
as discussed in Section 3.2.2. However, such embedding method is sensitive to irrelevant information
like (i) domain of the task and (ii) representation format of datasets, despite these factors minimally
affect actual complexity of solving the task.
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Table 1: Comparison of Data Agent Selection Methods.

Method Accuracy Online Overhead Offline Overhead
Adaptive Benchmark Aggregation Mid Low High

Agent Document Analysis Low Mid Low
Task Sample Experiment High High Low

To overcome this limitation, we introduce a fine-tuning process that aligns data science task embedding
with the pre-trained text embedding of its correct solution (see Figure 7). We again use the corpus
of high-quality data science examples annotated with associated data skills, as discussed in Section
3.2.1. We employ a contrastive learning framework: correct solutions to the task are treated as a
positive example, while solutions to tasks involving mutually exclusive data skills serve as negative
examples. Using these training pairs, we compute the Multiple Negatives Ranking Loss [35], which
minimizes embedding distances for positive pairs and maximizes embedding distances for negative pairs.
Once training converges, the embeddings exhibit meaningful alignment, allowing similarity metrics to
reliably identify data science tasks with analogous solution procedures, which in turn reflect comparable
performance of a data agent.

3.3.2 Heterogeneous Data Agent Selection

We propose three methods for selecting the most suitable data agent for a given task, i.e., adaptive
benchmark aggregation, agent document analysis, and task sample experiment, each offering distinct
advantages and disadvantages (see Table 1).
Adaptive Benchmark Aggregation. In the offline stage, we run the benchmark using the candidate
data agents, resulting in each agent associated with evaluation scores corresponding to each test case.
We also build an embedding index over the test cases using fine-tuned task embedding model to support
efficient similarity search. Then, for an online task, we similarly generate its embedding and identify the
most relevant test cases with top-k embedding similarities. The weights assigned to these k selected test
cases are their normalized similarities such that their sum is equal to one. We thus obtain an unbiased
evaluation score for each agent, which is computed by the weighted sum of its evaluation scores across
these selected test cases. The agents are then ranked by the aggregated scores, and the top one with the
highest score is identified as the most suitable choice.
Agent Document Analysis. Sometimes, it is impractical to evaluate the data agent by executing
time-intensive benchmark. For instance, when integrating a new agent into iDataScience, a temporary
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evaluation method is required to enable its inclusion in the agent selection framework prior to completing
its full benchmark evaluation. Thus, given an online task, we can assess the data agent by using LLM
to directly analyze agent documents (e.g., research paper, repository Readme files).

Specifically, we instruct LLMs to focus on three structured artifacts of the document, which are
critical for agent evaluation: (i) Design Principle. It describes the intended usage scenarios and technical
contributions of the agent, which are often extracted from the introductory sections of the documents.
We can use LLMs to compare the given task with these design specifications, determining whether the
agent is appropriately targeted for the task. (ii) Representative Example. It can be treated analogously
to test cases in the benchmark, where higher embedding similarity to the given task indicates greater
suitability of the agent. (iii) Experiment Result. It describes the experimental results of the agent
on various datasets in comparison with baselines. First, if details regarding the datasets or baselines
are missing, we can prompt LLMs to use search engine as tools to retrieve and complete the missing
information. Then, we use LLMs to compare the target task with the experimental datasets, and predict
the agent’s performance based on reported experimental results.

Finally, guided by the analysis of aforementioned three key artifacts, we employ LLMs to generate
an evaluation score in the range [0, 10], which is comparable to benchmark scores.
Task Sample Experiment. If the given task involves large datasets or demands large resources, agent
selection can be further refined through sample experiments. Specifically, we randomly sample the
task dataset to construct a task sample. Next, we select the agents with the top scores based on the
evaluation and execute the task sample using these candidates. Finally, we compare their execution
results and use LLMs to determine which agent most effectively solves the task sample.

3.4 Multi-Agent Pipeline Orchestration

For complex data science tasks that exceed the capabilities of any single data agent [36–38], it is essential
to compensate for their limitations through a unified collaborative framework. However, most existing
work define a deterministic pipeline with a fixed set of data agents based on human expertise, limiting
their ability to leverage the broader range of available agents through extensible integration [39]. To
this end, we propose a flexible and adaptive pipeline orchestration algorithm that accommodates diverse
tasks and agents, and effectively manages the intricate reasoning process through agent collaboration.
Specifically, we first introduce an agent-oriented task planning approach that decomposes the given task
into a pipeline of sub-tasks by leveraging specialized agent profiles, heterogeneous agent selection for
each sub-task, and LLM-based plan adjustment to ensure both effectiveness and efficiency. Next, we
execute the pipeline interactively, with dynamic pipeline refinement to adapt to intermediate results
through either agent-level modifications or holistic re-planning.

3.4.1 Agent-Oriented Task Planning

Following existing studies [40], we feed the given task and a set of agent profiles to LLMs, and instruct
LLMs to generate a task plan comprising sub-tasks, each associated with a relevant subset of datasets
and aligned with capabilities of some agents. We further prompt LLMs to evaluate the task plan for
completeness and non-redundancy, ensuring that the sub-tasks collectively address the given task in its
entirety while avoiding unnecessary or duplicate sub-tasks. Our approach is distinguished by three key
aspects: (i) design of specialized data agent profiles, (ii) heterogeneous agent selection for each sub-task,
and (iii) adaptive task plan adjustment.
Data Agent Profile Construction. To fully describe the capabilities of the data agent, we construct
the agent profile comprising three components: (i) “design principle”, (ii) “representative example”,
and (iii) “experiment result”, paralleling the key artifacts extracted from agent document as discussed
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in Section 3.3.2. We can enhance the agent profile by including its benchmark results in addition
to document information. Specifically, for the “representative example” component of an agent, we
incorporate benchmark test cases by quantifying its performance deviation on each test case ti as
si−meani
meani

, where si denotes the evaluation score of the given agent on ti, and meani represents the
average score of ti across all data agents. Test cases exhibiting the highest and lowest deviation scores
are selected as positive and negative examples respectively. For the “experiment result” component, we
further incorporate overall benchmark metrics (e.g., accuracy, recall), using the seed data skills associated
with the benchmark as descriptive metadata. Note that our agent profile design is also compatible with
the “Agent Card” interface defined by the Agent-to-Agent (A2A) protocol [25].
Heterogeneous Data Agent Selection. To construct the context for each sub-task during agent
selection, we first employ LLMs to analyze the dependency relationship among sub-tasks in the task
plan, representing them as a directed graph with sub-tasks as nodes and dependencies as edges. Next,
for a given sub-task, we treat the intermediate results of its dependent sub-tasks as auxiliary datasets,
and prompt LLMs to synthesize mock dataset descriptions to serve as the sub-task input. Then, we
apply the agent selection method described in Section 3.3 to identify the most suitable agent for the
sub-task.
Task Plan Adjustment. After sub-task decomposition and agent assignment, we further refine the
task plan by applying adjustments such as additional decomposition and merging. First, if no suitable
data agent can be selected for a given sub-task (e.g., all agents with evaluation scores below a pre-defined
threshold), we instruct LLM to revise the task plan by further decomposing the sub-task into simpler
sub-tasks.

Besides, to enhance efficiency of task plan, we attempt to merge correlated sub-tasks, thereby
reducing the complexity of execution pipeline. Specifically, we first provide the dependency graph of
sub-tasks to LLMs and instruct LLMs to identify sub-graphs where the nodes (i) involve interrelated
datasets, and (ii) can be coherently aggregated into a larger, logically consistent sub-task. Next, for
each identified sub-graph, we prompt LLMs to generate a consolidated sub-task that summarizes the
constituent sub-tasks within the sub-graph. Then, we apply the heterogeneous data agent selection
method to identify a suitable agent for the new sub-task. If a suitable agent is successfully selected, the
original sub-graph is replaced with the new sub-task and its corresponding agent assignment.

3.4.2 Pipeline Execution

Unlike traditional approaches that depend on fixed data agents and rigid workflows, iDataScience is
designed to dynamically adapt to the diversity and unpredictability of both data agents and data science
tasks. As illustrated in Figure 5, iDataScience can execute its pipeline interactively, dynamically refining
its pipeline at both the agent level and the global level based on intermediate results and execution
states.
Parallel Pipeline Execution. To enhance execution efficiency, following the dependency graph of
sub-tasks, we execute the sub-tasks in parallel bottom-up along their topological order in the graph. Once
their dependent sub-tasks are completed, each sub-task is executed using the corresponding intermediate
results, proceeding iteratively until all sub-tasks are completed and the final result is obtained. During
execution, each sub-task is carried out by its assigned agent, after which we use LLMs to verify whether
the generated intermediate results adequately fulfill the sub-task. If discrepancies are identified, they
trigger dynamic refinement of the pipeline to ensure robustness, as described next.
Agent-Level Pipeline Refinement. When a sub-task fails to be resolved by the assigned data agent,
we first use LLMs to reflect potential failure causes based on the sub-task input, including: (i) sub-task
description, (ii) dataset, and (iii) intermediate results. For example, if a failure stems from an ambiguous
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sub-task description that the agent misinterprets, we use LLMs to rephrase it, drawing on insights
from the failure logs. Next, if required datasets or intermediate results are missing, we use LLMs to
further examine the available datasets and sub-tasks to identify supplementary information. Then, if
intermediate results are improperly formatted, LLMs are employed to refine it by further analyzing the
solution process of the corresponding sub-task.

Besides, if a failure cannot be attributed to unexpected sub-task inputs, it may result from an
incorrect agent selection. In such cases, we review the ranking of data agents based on their evaluation
scores for the given sub-task, and select the next-best agent with a slightly lower score than the previously
chosen one.

Lastly, we re-execute the sub-task using refined input information or a newly assigned data agent.
Global-Level Pipeline Refinement. If a sub-task failure cannot be resolved via agent-level refinement,
a holistic re-planning of the entire pipeline is required. First, during pipeline execution, we systematically
store the intermediate results of sub-tasks in a data catalog (see Figure 5), which ensures preservation of
previously computed results and avoids redundant computations. Specifically, the output generated by
each sub-task is treated as a new dataset. For this dataset, metadata is created by LLMs based on the
sub-task’s input and the process used to solve it. These newly formed datasets are then incorporated into
the data catalog. Then, during task re-planning, we apply the agent-oriented task planning algorithm in
Section 3.4.1, treating all elements in the data catalog as available datasets.

4 Data Analytics Agents

We first summarize the overview of data analytics agents [19, 41]. We then introduce four data analytics
agents, including unstructured data analytics agents, semantic structured data analytics agents, data
lake analytics agents, and multi-modal data analytics agents.
Overview of Data Analytics Agent. In the offline phase, the data analytics agent generates a
semantic catalog and builds semantic indexes for a variety of data types. It also defines semantic
operators, such as semantic filter, semantic group-by, semantic sorting, semantic projection, semantic
join, and others. Each semantic operator is represented logically (e.g., as an entity that satisfies
certain conditions) to facilitate matching natural language segments with these semantic operators.
Each semantic operator is also associate with multiple physical operators, e.g., execution by LLMs,
pre-programmed functions, LLM coding, etc. When processing an NL query, the data analytics agent
decomposes the query into sub-tasks and orchestrates them into a pipeline. The agent then optimizes
this pipeline by selecting the optimal sequence of semantic operators and executes the pipeline efficiently
by calling the semantic operators.
Unstructured Data Analytics Agent. It supports semantic analytics on unstructured data using
natural language queries [19]. The challenges include orchestrating a natural language query into a
pipeline, self-reflecting on the pipeline, optimizing the pipeline for low cost and high accuracy, and
executing the pipeline efficiently. We propose a logical plan generation algorithm that constructs logical
plans capable of solving complex queries through correct logical reasoning. Additionally, we introduce
physical plan optimization techniques that transform logical plans into efficient physical plans, based on a
novel cost model and semantic cardinality estimation. Finally, we design an adaptive execution algorithm
that dynamically adjusts the plan during execution to ensure robustness and efficiency. In addition, we
can extract a semantic catalog for unstructured data and use it to guide pipeline orchestration.
Semantic Structured Data Analytics Agent. Existing database systems operate under a closed-
world model, which limits their ability to support open-world queries. To overcome these limitations,
we integrate databases with LLMs to enhance the capabilities of database systems. By using LLMs as
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semantic operators, we can support open-world data processing functions such as semantic acquisition,
extraction, filtering, and projection. This approach allows us to extend SQL to incorporate these
LLM-powered semantic operators, creating what we call semantic SQL. Additionally, NL queries can be
transformed into semantic SQL using specialized NL2SQL agents. To execute semantic SQL effectively,
we propose three techniques. First, we replace some semantic operators with traditional operators. For
instance, instead of using “semantic acquire the capital of China,” we can use ‘city = Beijing.’ Second,
we design a multi-step filtering process to accelerate the processing of semantic operators, including
embedding-based filtering and small LLM-based filtering. Third, we estimate the cost of semantic
operators to determine the most efficient order for executing multiple semantic operations.
Data Lake Analytics Agent. Its aim is to perform data analytics on semi-structured and unstructured
datasets [41]. However, integrating LLMs into data analytics workflows for data lakes remains an open
research problem due to the following challenges: heterogeneous data modeling and linking, semantic
data processing, automatic pipeline orchestration, and efficient pipeline execution. To address these
challenges, we propose a data lake agent designed to handle data analytics queries over data lakes.
We introduce a unified embedding approach to efficiently link heterogeneous data types within a data
lake. Additionally, we present a set of semantic operators tailored for data analytics over data lakes.
Our iterative two-stage algorithm facilitates automatic pipeline orchestration, incorporating dynamic
pipeline adjustment during query execution to adapt to intermediate results. Overall, the data lake
agent represents a significant advancement in enabling high-accuracy, practical data analytics on data
lakes. Unlike previous approaches that rely on lossy data extraction or are constrained by SQL’s rigid
schema, the data lake agent effectively employs the semantic understanding capabilities of LLMs to
provide a more comprehensive and efficient solution.
Multi-modal Data Analytics Agent. We also design data agents to support multi-modal data,
e.g., audio, video. First, the integration and management of heterogeneous data types, such as text,
images, audio, and video, are critical yet challenging tasks that require robust frameworks for seamless
merging into cohesive datasets. Representing the multi-modal data in a unified format demands advanced
embedding techniques to maintain unique characteristics while enabling analysis. Semantic understanding
across different modalities is essential for extracting meaningful insights, necessitating sophisticated
NLP, computer vision, and audio processing algorithms. Additionally, designing a flexible query system
capable of interpreting and executing complex multi-modal queries is crucial. Aligning and fusing the
data from various modalities ensures a coherent data view, while scalable methods are necessary for
handling increasing data volumes efficiently.

5 DBA Agent

Database administrators (DBAs) often face challenges managing multiple databases while providing
prompt responses, as delays of even a few hours can be unacceptable in many online scenarios. Current
empirical methods offer limited support for database diagnosing issues, further complicating this task.
To address these challenges, we propose a DBA agent, which is a database diagnosis system powered by
LLMs [42, 43]. This system autonomously acquires knowledge from diagnostic documents and generates
well-founded reports to identify root causes of database anomalies accurately. The DBA agent includes
several key components. The first is to extract knowledge from documentation automatically. The
second is to generate prompts based on knowledge matching and tool retrieval. The third conducts
root cause analysis using a tree search algorithm. The fourth optimizes execution pipelines for high
efficiency. Our results demonstrate that the DBA agent significantly outperforms traditional methods
and standard models like GPT-4 [22] in analyzing previously unseen database anomalies.
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6 Opportunities and Challenges

Theoretical Guarantee. A Data Agent may not always deliver 100% accurate results due to potential
hallucinations from LLMs and semantic operators [44]. Therefore, it is crucial to provide a theoretical
guarantee for the reliability of data agent systems.
Self-Reflection and Reward Model. A Data Agent needs to continuously enhance its accuracy and
efficiency. Providing feedback to the Data Agent is essential for its self-improvement, and designing
effective self-reflection techniques and reward models are viable strategies to tackle these challenges.
Data Agent Benchmark. It is crucial to develop benchmarks for Data Agents to evaluate these
systems effectively, particularly in areas like data science, data analytics, and database administration.
Security and Privacy. Ensuring security and privacy in data agents involves protecting sensitive
information from unauthorized access while maintaining compliance with privacy regulations.
Scalability and Performance. Scalability and performance challenges for data agents involve efficiently
managing large and complex datasets while maintaining high processing speed and accuracy. As data
volume and complexity grow, agents must be designed to scale seamlessly without degradation in
performance.

7 Conclusion

In this paper, we propose the concept of a Data Agent for autonomously supporting Data+AI applications.
We design a comprehensive architecture for developing a Data Agent, which includes components for data
understanding and exploration, data engine comprehension and scheduling, and pipeline orchestration.
We also present examples such as the data science agent, data analytics agents, and a DBA agent. The
introduction of the Data Agent will present numerous challenges that require attention from the data
community to address effectively. Moreover, there are numerous opportunities to develop data agents in
various areas, including database development, database design, data transformation, data flywheel, and
data fabric, etc.
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